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A COMPARATIVE STUDY OF SOFTWARE
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Abstract. The mobile market grows larger year by year and at the core
of those devices, we have the mobile applications that push the techno-
logical advancement forward continuously. Due to the increased hardware
performance and the popularity of those devices as well as advancements
in their operating systems, mobile applications have grown to be complex
projects with many dependencies and large teams working on them. As
the application becomes bigger and more complex, the problem of choosing
the right software architecture arises. This study focuses on an analysis
of the most commonly used architectural patterns on mobile applications
highlighting their features and flaws. Moreover, it also presents a compar-
ison between them when implementing a medium-sized application. The
usage of the appropriate architecture can simplify the work of developers
and enable the creation of sustainable applications and the improvement
of the software?s capacity to endure and evolve over time.

1. Introduction

The market of operating systems for mobile devices is shared between An-
droid (Google) and iOS (Apple), together they cover over 95% of it [23]. Since
they cover so much of the market, those operating systems have to run on
both high end devices and low end ones. Mobile applications nowadays have
short release cycles, they pack the latest technologies and trends for the high
end devices and they also maintain the support for the old or low end devices.

In order to be able to design a software system that can work well and can
be implemented efficiently under the given circumstances, there is a need for
an architectural solution that matches the scope of the desired system.

There are some architectural patterns pushed by the creators of those plat-
forms; Apple promotes MVC in their iOS framework while Google promotes
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MVP on Android, but they do not scale well and are not suited for all classes
of applications. Moreover, most of the time they are wrongly used resulting in
massive classes that heavily violate the single responsibility principle, have low
cohesion and high coupling. Those kinds of wrongly designed applications are
really hard to test and while their codebase increases, the development time
needed for adding new features increases drastically as well. Furthermore, the
whole development process becomes laborious as the codebase becomes hard
to understand. It usually lacks testing and it is very difficult to implement a
new feature or modifying one without breaking another part of the application.

This article will focus on analysing the most common software architectures
used on the iOS platform by taking into account criteria like reusability, flex-
ibility, testability, dependency among components, development costs. The
strong and weak features of each architecture will be discussed, while answer-
ing three important questions, which lay the foundation for this study:

• Q1: Why is the software architecture important in mobile applica-
tions?
• Q2: What does good software architecture mean in the context of

mobile applications?
• Q3: How can a mobile platform software architecture be analysed

and benchmarked?

Section 2 talks about the most commonly used mobile architectures on
iOS platform highlighting their strong and weak points; section 3 presents our
process of analysing those architectures, while section 4 showcases our findings
in regard to the questions above enunciated.

2. Details of patterns & comparative analysis

In [12], one of the first papers that described and compared two presen-
tation patterns for designing mobile application — MVC and Presentation-
Abstraction-Control (PAC), the authors have emphasised the conditions facing
mobile application and they have concluded that the selection of a particular
software pattern for the user interface architecture depends on the class of
mobile application.

Another MVC-based architecture, called balanced MVC architecture, has
been proposed in [7] for service-based mobile applications. The proposed ar-
chitecture is aimed to divide the kernel application optimally between the
client and the server. Again, the authors have remarked the specificity of the
proposed architecture for different types of applications, but no other design
patterns have been taken into account and analysed.
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A unified architecture model adapted to Android development called Ex-
tended MVC has been proposed in [19]. The adaptation regards the speci-
ficity of the mobile applications. The authors have tested their approach by
considering ten devices of various physical specifications (versions of Android
system, screen resolutions, internal storage, CPU, RAM, etc.) and they have
concluded that their pattern improves the flexibility of the mobile application
(without using some metrics for evaluating it).

In [21] and [22] the authors have surveyed several widely used architectural
design patterns (MVC, PAC, HMVC 1, MVP, MVVM) involved in the de-
velopment of mobile applications. Furthermore, the authors have proposed
an MVC-based design pattern particularly adapted to the Android system
(called Android Passive MVC) and they have evaluated its quality in terms
of maintainability, extensibility and reusability with scenario-based software
architecture evaluation method. The authors have remarked (and somehow
quantified) the reduced complexity of the mobile application developed by
integrating the proposed architecture.

VIPER is another alternative architecture proposed by MutualMobile in [10]
and comes as an alternative to Clean Architecture from Android on iOS. In [16]
the authors highlight the importance of using specialised architectures rather
than the ”default” ones and analyse the re-architecting process of Coursera’s
mobile application, where they have chosen VIPER as their architectural so-
lution.

Other technical surveys about architectural patterns can be identified by
taking into account the industrial/technical blogs [24], [20].

2.1. MVC. The Model View Controller is one of the most versatile and used
software architectural patterns. It has been firstly used in Smalltalk and was
later adopted by Objective-C and other programming languages such as Java
and Ruby [15], [14], [2]. It is used for developing desktop, web and mobile
applications [17].

This pattern is the one that is promoted by Apple with its iOS platform,
encouraging the development of the applications that pursue it. Many frame-
works available from Apple for development purposes follow this pattern and,
when using them, custom objects are required to play an MVC role. However,
the simple usage of these frameworks do not guarantee that all MVC principles
are respected. Many frameworks available from Apple for development pur-
poses follow this pattern [8] and when using them custom objects are required
to play an MVC role.

Apple’s MVC is a little bit different from the classic MVC as shown in
Figure 1. In the classic MVC implementation, the model communicates with

1Hierarchical Model View Controller
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Figure 1. Model-View-Controller architectural overview

the view, while in this flavour of MVC the controller acts as a mediator between
the model and the view, is responsible for updating the model as well as the
view and reacting to notifications from both the model and the view.

The controller has a more active role than in the classic pattern being
the bridge between the view and the model. Because this type of object is
concerned with how and when to display certain data on the screen and how
to react to user interaction it has been named ”ViewController”. In addition
to this, the data and event flow in this flavour of MVC is linear, while in the
classic architecture the flow is circular.

2.2. MVP. The Model-View-Presenter architecture has been long used in
other software development areas not only on mobile platforms. The principles
behind this pattern were not designed from scratch and it came as flavour of
MVC bringing in some advancements. This pattern can also be adapted to a
large set of applications such as client/server or multi-tier applications [13].

Figure 2. Model-View-Presenter architectural overview

The whole pattern is built with the idea that the actions in the application
should be driven by the user interaction, by the view layer rather than by the
controller. It is composed of three major types of components: the model that
handles all the data, the view that takes care of the interaction with the user,
the presenter that is responsible for connecting elements, as can be seen in
Figure 2.
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MVC and MVP look very much alike and the differences are subtle, that
is why MVP comes as a flavour of MVC and not as a new concept, both of
them being presentational patterns. While they might look alike, there are
differences and advantages in using one or another.

In MVP the presenter is responsible for manipulating the views and they
communicate through interfaces, the views being decoupled from the presen-
ters and vice versa. In the world of MVC, all the communication between the
views and models is done through controllers, the elements are more tightly
coupled. The controller receives an event from the view layer, it does some
processing, it might manipulate the models and updates the views accord-
ingly. Another difference is the fact that in MVC the views are dumb objects,
they do not contain processing code as contrary to what happens in the MVP
pattern where the views have to communicate with the presenter.

2.3. MVVM. Model-View-View-Model is another architectural pattern from
the MV family, which is heavily used on mobile applications. This pattern has
gained a lot of attention and has been implemented in many applications
because it addresses the problem of massive view controllers [6] and, it also
works well with reactive programming [4].

Figure 3. Model-View-View-Model architectural overview

MVVM tries to solve some of the problems that might lead to the massive
view controllers by using a new layer between the Model and the Controller
called View Model as shown in Figure 3. The purpose of this View Model is to
take a model object and apply all the transformations and presentation logic to
its attributes such that those can be easily presented by the view, for instance,
transforming a date into a formatted string. By using this approach the con-
trollers become less bloated with UI configurations and mappings, becoming
lighter.

This architectural pattern works very well with reactive programming be-
cause the idea behind this architectural concept is that every change done
to the model should be automatically reflected in the View through the View
Model. The task of propagating this information is easily achieved with the use
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of reactive programming or by language features such as Key-Value-Observing
[1]. MVVM is also compatible with the MVC as it just adds an extra layer
that is responsible for configuring the View by mapping various values and
applying some business logic on the Model.

2.4. VIPER. VIPER stands for View Interactor Presenter Entity Routing
and it is a software architecture used in large mobile applications. VIPER does
not come from MV family [10], [16], [5], [18]. As shown in Figure 4 it uses five
layers of abstraction for separating concerns in the application. It does that
for solving problems that come with using a classical MVC architecture where
there is no clear layer where the business logic should be placed. VIPER
respects the principles of a Clean Architecture [9] and it can be considered
a pattern for the whole application (not only a presenter pattern, like the
previously described ones).

Figure 4. VIPER architectural overview

The software systems built using this architecture resemble a game of LEGO.
A complete application is built from multiple VIPER modules, the size of those
modules depending on the granularity sought. Each component has a well de-
fined and single concern, this architecture is built on the Single Responsibility
Principle. The view is only responsible for displaying the items it receives
from the presenter.

The presenter works closely with the interactor and prepares the content it
receives from the interactor for the view so that this component can display
it. The presenter is also responsible for reacting to events from the view and
requesting new data from the interactor.

The business logic is contained in the interactor; its responsibility is to
manipulate the entity objects. All the logic should be independent on any UI
components and all its behaviour should be portable to other platforms.

The entity layer contains the items with which the business logic works and
it is related to the model in the MVC. The navigation from one view to another
is shared between the presenter and an object which handles the navigation
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Table 1. Findings after analysis

stack. The presenter is responsible for deciding when to navigate to another
view while the routing object is creating the actual transition.

2.5. Findings after analysis. We have already seen that the differences
among these patterns are relatively small, but they are significant. To better
emphasize the most important characteristics of these patterns, we resume
them in Table 1.

3. Analysis and benchmark

After the retrospective of the most used software architectures on the iOS
platform, we have implemented them in a medium sized iOS application. The
application has eight different screens all of which have custom UI components
such as lists, buttons, animations, views as shown in Figure 5.

The purpose of the application is to highlight the codebase complexity and
the potential problems which might arise from the usage of those architectures
in a mobile application. The application is a simple game and one of its most
important functional requirements is the ability to send a messages between
players, while maintaining a stopwatch which should be synchronised with the
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Figure 5. Implemented iOS application

one from the peer player. The actual functionality of the application is less
important, its choice being made in order to better exemplify the analysed
concepts.

After analysing the top 50 free applications from the iOS App Store on
various categories, this type of application was chosen as representative for
the following reasons:

• it heavily relies on network operations;
• it has a user interface which needs to be adapted constantly and

dynamically based on the events its receives from the peer;
• it uses open source libraries which have different architectures and,

sometimes, even a different programming language than the ones
used in the development of the application.

After implementing the application with all the software architectures de-
scribed in section 2 we have observed that the MVC is one of the most common
architectures as it is easy to follow the pattern imposed by the iOS framework
and develop the applications based on the blueprint they provide, as shown in
Table 2 (column 2).

However, this can lead to the problem of massive view controllers, as usually
developers are not using multiple view controllers for the same user interface
page (screen). The main cause of this misusage is that there are not many
resources in the literature in which this idea is promoted and most of the
beginner developers are unaware of this feature.

In the implemented application we have respected the MVC pattern as de-
scribed and while we did not produce any massive view controller classes, it
was clear for us why the problem might occur. The requirements for the im-
plemented application were clear from the beginning and we have not started
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to implement extra features on an old codebase. The introduction of new
features and changing the development team can lead to the above stated
problem, because it is easier to add a something on top of an fully working
system than to refactor it and do things properly, in concordance with its
architecture. This is especially true for small features such as adding an extra
button or a new label.

The MVP offers another flavour of MVC and, while the problem of massive
view controllers is somehow resolved, it is easy to create massive presenters
classes just like in the case of MVC. While MVP-based approach is a little
better than creating massive view controllers, because those presenters are
plain objects and usually do not inherit from a superclass or receive callbacks
regarding the user interaction actions as view controllers do, this makes them
more testable. However, without proper separation and design, we could eas-
ily end up with massive presenters, which take the responsibility of a massive
view controller, where we also require extra code for passing the user interac-
tion events from the view to the presenter, which is another task that could
introduce bugs and increase the development time.

MVVM comes and adds another layer of abstraction to the classic MVC
architecture. It binds the models to the views and vice-versa by using another
layer of abstraction, the view-model. This approach takes some of the com-
plexity away from the view controllers. We found out that it felt like we are
over-engineering when using this approach for small view components, which
have only a label or some minimal information. This approach surely makes
sense for components that are complex and they need to display easily large
amounts of information or for the views with multiple states; however, for
light components the amount of work necessary for implementing it does not
always justify its advantage.

Another important aspect of MVVM regards the usage of a third party
library (Table 2, column 3), which is usually required for implementing the
Observer pattern in complex applications. In the case of iOS, when developing
an application in Objective-C, this mechanism was already built in the lan-
guage, however on Swift we can no longer use this approach without heavily
relaying on the Objective-C runtime. That is why most of the applications
which use this pattern relay on a third party library for implementing the syn-
chronised behaviour and, thus, adding extra complexity to the overall project.

In addition to this, we can see that the MVVM pattern is the only one that
implements the synchronicity between the Model and the View layer (Table
2, column 5) which means that when a change occurs to the Model layer it
will be automatically forwarded to the View layer and that usually results in
an alternated UI as well.
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Table 2. iOS Software architectures comparision ( ↑ - maxi-
mum criterion, ↓ - minimum criterion)

The pattern with the most granularity the ones we have analysed is VIPER.
The separation of concerns done in this approach tries to ensure that the
architecture of the application will erode at a slower pace (see column 8 of
Table 2). It provides the greatest flexibility of all the presented architectures
and it also the easier and most testable one. Nonetheless, the flexibility and
granularity come at the cost of more code written, more layers and the most
complex concepts. We also found out that for applications that have a short
lifecycle this approach can be costly from a development perspective, being
the most time consuming and the implementation which required the most
skilful developers.

In regards to development costs Table 2 (column 7) shows that more com-
monly used architectures such as MVC or MVP have a smaller development
cost than the ones which are more complex such as VIPER or MVVM. While
ranking the architectures, we have looked at the following aspects: the ar-
chitectural skills required by the developers to work on a codebase that im-
plements a certain architecture, the ease of implementing new features (how
many layers and components would have to be adapted or created), the cog-
nitive complexity in respects to the layers and the flows of the application and
the time needed to develop new features.

The implementation also revealed the complexity of each pattern in the
number of lines written for each architecture (see column 6 of Table 2). We
took MVC as a baseline, and we have observed that each architecture increases
the number of lines of code. MVP showed an increase of 7.8%, MVVM 6.5%,
VIPER 18.5%. While those numbers apply to our benchmark application,
those could vary depending on the way the model and services layers are
written, depending on the number of views and the overall complexity and
features of the applications.

Increasing the granularity of the architecture automatically increases the
number of layers and dependencies between components (see column 4 of Table
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2). This not only introduces more code in order to link those but it also
requires a higher level of skills from those who develop the application in
order to be able to respect the overall architecture. The cost of granularity is
more code written, more interfaces and more classes that are responsible for
linking the layers.

The MVP architecture has shown an increase in the number of classes and
interfaces from the base application (implemented with MVC). Based on the
complexity of the UI elements for every initial View Controller we had at least
one extra class and one extra interface, but this number can greatly vary based
on the complexity of the application.

MVVM is very similar from this benchmark point of view with MVP; there
was an increase of at least one class and one interface from baseline, but as
in the case of MVP, this number considerable varies based on the complexity
of the application and its architectural granularity. It is not uncommon in
large enterprise projects to have more than 5 view-model classes for a View
Controller.

In the case of VIPER, we have noticed that for every View Controller from
the base application (implemented with MVC) the architecture required at
least another 2 classes and 3 interfaces (protocols in Swift).

The number of dependencies increases with the complexity of the applica-
tion and it is heavily influenced by the chosen architectural pattern. In the
application we have benchmarked there were not so many complex views which
could be implemented with the MVVM, however in applications with multi-
ple view states and complex UI elements the percentage of code written and
the number of dependencies would increase drastically from an MVC baseline
point of view.

After the experiment, we have also calculated the Weighted Methods per
Class (WMC) and the Coupling Between Objects (CBO) classes for the initial
View Controllers of the MVC implemented application in order to reveal the
complexity, reusability and the coupling of each architectural pattern. WMC
counts the number of methods associated with a class, a high value indicates
increased complexity and low reusability [3]. CBO it is a values which in-
dicates the dependencies between classes, counting the relationships between
classes without taking inheritance into account. A high CBO value indicates
an increased dependency among classes and restricted reusability [3].

The codebases with the lowest WMC and CBO scores represented the ones
which allowed a higher flexibility and testability, however they usually have a
higher number of layers and components – which means higher development
costs. It is important to mention that in the case of large and complex code-
bases those values are much more important than in the case of small and
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medium codebases as they accurately indicate the degree of flexibility, exten-
sibility and testability. In smaller codebases, usually those metrics are not so
important since the logic of the applications is less complex and the cognitive
complexity of the flows is more easily to comprehend.

In the case of MVC, for one of the most complex View Controller of the
application, the WMC was 28 and the CBO value was 2. MVP has shown a
drastically decreased value of 14 for WMC and 1 for CBO for the same class,
MVVM had its WMC value of 26 and the CBO 2. VIPER has as well shown
a decrease in complexity with a WMC of 19 and a CBO value of 1.

The most testable architecture of them is VIPER as it provides great gran-
ularity and, with its concept of router classes, the navigation between views
can also be unit tested. In the case of the other architectures the navigation
between views is harder to test based on the way this is implemented (segues
or programmatically modifying the navigation stack). MVVM provides in-
creased testability for the user interaction components over MVC, while the
MVP is as well more testable than MVC as presenters are usually plain ob-
jects and the interactions with those elements can be manually mocked and
the events are not controlled by the iOS SDK.

4. Conclusions

We have analysed some of the most common software architectures used
in mobile applications software development on a medium sized application
on the iOS platform. The focus was on showcasing the strong and weak
features of the evaluated architectural patterns on a real case example. We
have considered the architectures from the MV family as these are the ones
advocated for by the creators of the mobile operating systems, as well as
different flavours of those. We have also included in our research VIPER, which
is a relatively new architectural pattern that has gained a lot of popularity on
the iOS mobile applications development scene.

The basis for our study was the implementation of the same iOS application
with every one of the evaluated software architectures (MVC, MVP, MVVM,
VIPER). After the implementation, we have examined each code base from
the following points of view: flexibility, testability, dependencies between com-
ponents and development costs.

After the experiment, we reinforced the assumption formed in years of com-
mercially developing those kinds of applications regarding the importance of
the software architectures. Software architecture has a critical role in the
lifecycle of a mobile application and can strongly impact the cost of an appli-
cation.
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4.1. Q1 - Why is the software architecture important in mobile ap-
plications? For most companies that develop mobile applications, the cost
is one of the most important factors in developing it. Having that in mind,
choosing the right architecture for the application based on the functional re-
quirements and the roadmap of the application can have a strong impact on
the overall cost of the project.

For instance, it would not make sense for a proof of concept application
(whose lifecycle is only a few months or a year) to be over-engineered. Spend-
ing time on implementing an architecture, which will provide flexibility for the
future development of the application, has no sense from an economic point
of view. By choosing a sophisticated architecture such as MVVM, the code
base would increase dramatically and, based on the exact requirements of the
application, the number of classes and line of codes could potentially double.
In order to achieve those, the team which develops the application would have
to be more skilled and the time for development and the cost will be directly
proportional to the size of the codebase.

However not all mobile applications have the cost as one of the most im-
portant factors in their development. If we think about companies such as
Snapchat, Tinder and Uber, all those companies are built around a mobile
application and while they provide Web or Desktop applications as well, most
of their revenue and user base comes from the mobile platforms. Those com-
panies are not that concerned with the cost of the development and are more
concerned with the extensibility of the application, its flexibility to adapt to
new technologies, the range of devices on which the application can run, the
ability to monitor the way their users interact with the application and to
implement A/B testing for new features. They are also more concerned with
the security and scalability of their application as well as the ability to provide
new and interactive user interfaces and experiences and the ability to easily
change these.

For mobile product companies, it makes a lot of sense and it is absolutely
mandatory to have a software architecture which helps them achieve all their
requirements. Failure to do so at the beginning of the project results in a
technical debt which, most of the times, can only be leveraged by rewriting
the application, or adding more resources and spending more time and money
on the development.

Choosing the right software architecture for the product you are building
while it is a hard task and, usually, involves people from all the layers of the
company; product team, developers, business analysts etc., it is one of the most
important task which you have to achieve and which will pay dividends in the
long term. The importance of the task and the results of implementing it is
closely related to the purpose of the application and its lifecycle. Nevertheless,
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it is important that at the beginning of the development of a product, after a
thorough analysis, to make this decision.

4.2. Q2: What does good software architecture mean in the context
of mobile applications? The purpose of the architecture is to provide a
blueprint that is easy to follow and hard to break. It has to constrain the
developer so that even the most inexperienced ones have to respect its principle
and to avoid architectural erosion [11].

Good mobile software architecture should also be more flexible to change
than other software architectures used in other types of software products such
as web applications or embedded systems software. The reasons for this are
the fact that mobile platforms are in continuous expansion and the field of
the mobile application is reshaped every year with new kind of devices which
have newer and more powerful hardware or they introduce completely new
hardware which allows the developers to add unpredicted functionalities to
their applications.

The most important aspect which heavily affects the architecture of an
application is the development cost. The cost is influenced by the time of
development, the skill of hired developers and the technology stack used. All
these elements put their fingerprint on the final architecture of the product,
that is why when starting a new project and choosing an architecture, it is
really important to see if it is feasible from an economic point of view. Deciding
for the wrong kind of architecture and not being able to correctly implement
it while also delivering the required functionalities could cripple the project or
badly erode the architecture in a way that might make it impossible to deliver
new features or keep expanding it without massive refactoring.

4.3. Q3: How can a mobile platform software architecture be anal-
ysed and benchmarked? Mobile software architectures can be analysed as
any other software architecture, from a complexity and granularity point of
view, as well as for its flexibility and testability. What we have noticed is the
fact that the mobile application architectures erode pretty fast as there are
technological advancements in this field every year.

In order to benchmark an architecture, one has to first define the scope of
the application, its lifecycle, release cycle and feature set. While there are
many architectures that can be used for a certain application, its scope and
budget usually dictate what architecture will be chosen. Given the budget
and the scope of the application, we can filter the architectures and find out
which one best fulfil the purpose.

Taking into consideration the scope of the application, the budget and the
lifecycle, we can benchmark the architectures by their degree of flexibility,
resistance to erosion, testability and ease of implementing.
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Another important aspect in choosing the architecture is the number of its
layers. While a greater granularity makes the whole architecture more flexible
and testable and allows more developers to work on the same flow without
creating conflicts, it also creates the need to write more code in order to link
those components. Choosing the degree of granularity is as well as other
features of an architecture strongly bounded to the purpose of the application
heavily influences the lifecycle as well as the development costs.

The synchronicity between the model and what the user sees on the screen
is another aspect that should be taken into consideration when choosing an
architecture for a mobile application. There are architectures in which the
view is automatically synchronised with the model the latter changes. Usually,
the purpose of the application steers this kind of feature and synchronicity.
For instance, a stock trading application would require that the model should
always be in-sync with the view in order for users to see accurate prices. A
photo browser application would not require this kind of synchronicity as it
would not make sense from a network consumption and a user interaction
point of view to refresh the feed of all the users when a new photo is added.

Nonetheless, choosing the right architecture is only the first step in building
an application. The task of implementing an architecture is as important as
choosing the right one and the skills of the development team usually affect
the final product more than the chosen architecture.

4.4. Future work. As the next steps, based on this work, we plan to ap-
proach an auto-adaptation of an architectural pattern to the application; this
approach should fit both medium sized applications and large, enterprise ones.
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64 DRAGOŞ DOBREAN AND LAURA DIOŞAN
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