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ABSTRACT. The implementation phase of the requirements in web applications is depending on a certain level by the platform of deployment, the architectural choice, the developer expertise and experience, is depending on the programming languages, and of the framework and tools selected to be used during the development process. A methodology of sorting and grouping web application requirements is needed for two reasons: the first is to make sure that the requirement fits a specific form of description in the recording of own characteristics and second, to assign the requirements to the appropriate deployment method, to a certain type of developer in his domain of expertise. An approach based on multi-dimensional separation of concerns is proposed to guide the process of implementing the requirements.
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1. INTRODUCTION

In todays web applications development, requirements engineering (RE) is making important steps towards formalizing the requirements. Requirements are supposed to be implemented into the application. In terms of implementing the requirements the only category of people interacting with the requirements are the developers. By developers we do not understand just programmers, but include here web designers, software architects, testers, tools of deployment or any other actor interacting direct or indirect with the code of the developed product, with the application data or with the system configuration of the
softwares environment. In the process of implementing one requirement, the developers are affecting at least one of the components of the MVC (Model-View-Controller) architectural pattern in at least one aspect.

In web applications and not only, the software architecture [2] is the process of defining a structured solution that meets all of the technical and operational requirements, while optimizing common quality attributes such as performance, security, and manageability. It involves a series of decisions based on a wide range of factors, and each of these decisions can have considerable impact on the quality, performance, maintainability, and overall success of the application.

The software architecture is focused to organize functionalities in areas of concern, such as data layer, busyness layer, service layer, presentation layer and other connected systems. The choice of architecture solutions in web applications is vast, a selection of the solution depending of several factors, such as ease of deployment, reduced cost, ease of development, reusability, mitigation of technical complexity.

The RE is providing methodologies to define the requirements. Once they are defined, requirements have to be implemented into the application, as part of the requirements lifecycle. This paper introduces an approach for mapping the requirements to the software architecture by using a separation of concerns based methodology.

2. Related work

Even though one of the uses of RE is exploratory, such as while specifying requirements, the problem to be solved is better understood; the goal of RE in the Software Engineering is to obtain a stable set of requirements, which serves as basis for the further steps in the development process. According to Lowe and Hall, three activities are used to achieve this goal: elicitation, specification, and validation of requirements [1].

The elicitation of requirements is the activity by means of which the functionalities of the system to be built are collected from any available source. The overall requirements elicitation objectives for software engineering remain unchanged when applied to Web systems. However, the specific objectives for Web systems become: (1) the identification of content requirements, (2) the identification of the functional requirements in terms of navigation needs and businesses processes, and (3) the definition of interaction scenarios for different groups of Web users.

Requirements specification consists in producing a description of the requirements. Different techniques can be used for the specification: from informal textual description to formal specification techniques.
Finally, requirements validation consists in checking the requirements specification in order to establish whether the clients and Web application users needs are fulfilled.

Escalona and Koch [3] are proposing a requirements engineering process with these three main activities for requirements: requirements elicitation, requirements specification and requirements validation. When corrections are applied to requirements, given there are some requirements not validated in the validation phase, the activity flow is returning to the specification phase refining and adjusting the requirements to meet the specifications, as presented in Figure 1. The phases of the requirements lifecycle are handled by various persons, such as: specialists (designers, analysts), groups (e.g. in JAD) or default actors (the project manager, the client).

![Figure 1. The requirements engineering process by Escalona and Koch](image)

Another requirements lifecycle model proposed by Craig [4] specifies the requirements primary source, requirements owner, requirements location, the validation and their focus. The model covers requirements from project concept to testing and to deploy phase.

A study conducted by Heijstek and Chaudron [5] in 2008 over industrial practices of software development validates the level of effort assigned to each discipline during of the software development process as is described by the Rational Unified Process (RUP). We can conclude from the Figure 2 [6], which indicates the level of effort for requirements in RUP, that the requirements workflow is important in all the phases of a software project, mentioning here the Inception, Elaboration, Construction and Transition phases.

Notable in the RUP is that the analysis and design discipline is connected with the translation of requirements to a formal design. This type of design models can be considered tracks to be followed for writing the source code. A
In order to connect the requirements to the Software Architecture (SA), Liu and Mei [7] are proposing a feature-orientation mapping from requirements to the SA. Their process implies requirements specification being organized as features. Several activities have to be performed on features: feature analysis and organization, feature elicitation, feature refinement. After that a mapping is perform from the feature model to the architecture models. The SA is defined from three viewpoints: as conceptual architecture, as logical architecture and as deployment architecture, each taking on certain types of features.

Another feature-architecture mapping (FArM) is presented by Sochos, Riebisch and Philippow[8]. Their method provides a mapping between features and architecture, which is based on a set of transformations on the initial product line feature.

The separation of concerns method is applied by Chen, Liu and Mencl [9] on Requirements Modelling. Even, though they split the model into several parts their approach is supporting separation of concerns and consistent and incremental modelling of requirements.

The separation of concerns is taken to a higher level by Moreira, Rashid and Araujo[10], in a multi-dimensional separation of concerns. Despite of the fact that they give up on using viewpoints, use cases or themes in representing the requirements, the solution provided is conceptualized in such a way that requirements are no longer scattered in different representations, but are using a unique representation. All requirements are decomposed in a uniform pattern regardless of their functional or non-functional nature.
Concern identification is based on the fact that certain concerns, both functional and non-functional, are repeating during system development. This kind of concerns may include shopping, booking, availability and security, so both functional and non-functional concerns.

The requirements space is divided into the system space and meta concern space. The system space gathers different types of systems that are possible to be realized (i.e. requirements associated to application that are just part of the requirements space); while the meta concern space comprises an abstract set of typical concerns, functional and non-functional, that are found in various systems (i.e. divides requirements into groups associated to an available concern in the space: authentication, navigation, mobility, portability,...).

![Figure 3. The system space and meta concern space](image)

In the Figure 3, we can notice the requirements grouped in concerns. The concerns are part of the abstract meta concern space, while requirements are part of the concrete system space. By grouping the requirements in concerns, a conceptual binding is created between the two spaces. Both spaces are being represented using XML templates as in Figure 4.

![Figure 4. InformationRetrieval meta concern in XML](image)

Requirements are recorded in concerns and are allocated unique ids. Also refined sub requirements are recorded the same way, but they are nested to the parent requirement, like in Figure 5. Also, a set composition rules is established to define relationships between concerns.
A separation of the requirements in concerns is providing means in selecting the ideal or most suitable architectural choice for each concern, as presented in Figure 6. The architectural choices are usually not the same one, being possible to be even conflicting from one to another, but and analysis and negotiations with stakeholders can lead to best accepted solution.

Figure 6. Architectural choices to satisfy each concern

3. Separation of Concerns in Web Engineering

Mapping each requirement to the software architecture and eventually to the related developer is the last phase before the implementation of the requirements. The implementation of the requirements in the application phase should be added in the process. It is a natural step and is performed, indeed after the requirements are defined. So, in the process proposed by Escalona and Koch, the Requirement Implementation (Developing into the code) step is added, as it can be visualize in Figure 7. In this step is also included the process of the mapping of the requirement with the developer. The developer of each requirement is to be selected in conformity with the implementation method (database setup, html design, server-side script, etc.).
Figure 7. The updated requirements life-cycle and the actors involved

Developers are not involved just in the last phase; they are involved in all requirements processes. By developers we understand web designers, software architects, programmers, testers, tools of deployment or any other actor that directly affects the product. Developers are assigned specific roles in the product specification. Web designers can elicit requirements by sketching and storyboarding and they can specify requirements by modeling prototypes, while the programmers are being responsible to code prototypes in the requirements specification and in the requirements validation phase, as is presented below, in Figure 8.

<table>
<thead>
<tr>
<th>Requirements elicitation</th>
<th>Requirements specification</th>
<th>Requirements validation</th>
<th>Requirements implementation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Interviewing</td>
<td>Natural Language</td>
<td>Review</td>
<td></td>
</tr>
<tr>
<td>JAD (Joint Application Development)</td>
<td>Glossary and Ontology</td>
<td>Audit</td>
<td></td>
</tr>
<tr>
<td>Brainstorming</td>
<td>Templates</td>
<td>Traceability Matrix</td>
<td>Tool Modeling</td>
</tr>
<tr>
<td>Sketching and storyboarding</td>
<td>Prototypes</td>
<td>Prototyping for validation</td>
<td>Coding, Configuring, Designing</td>
</tr>
<tr>
<td>Use Case modeling</td>
<td>Use Case Modeling</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Questionnaire and Checklists</td>
<td>Scenarios</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Figure 8. Developer involvement in some of the main techniques used in the RE

Managing the requirements is a defining activity of the software development lifecycle, from the problem statement to the final product. Requirements have to be reflected in the product, therefore, implemented by the developers. After the requirements are set and ready, they are to be assign to be implemented. The process of implementing the requirements in the final product has to be assigned to a developer. The type of the developer is linked to the specific of the requirement.
Without a specific approach of mapping requirements to the software architecture the process of implementing the requirements is not fluent. Also, by means of implementing, there can be different developers, each one with their own expertise. If in enterprise applications are using a set with just several technologies, in web application there are considerably more technologies, and they are changing and updating constantly. Some technologies are new and in progress to be formalized, others will maybe be developed in the near future, providing solutions to the new communication and devices on the market.

The technologies used in web applications are included but not limited to: basic client side coding (html, javascript, css), advanced client side coding (Ajax, jquery, smarty), server side coding (java, ruby, .NET, php, asp, perl, python), client side and server side (tools to maintain complex javascript front-end applications), database technology (mysql, mssql, apache, sql lite, Microsoft SQL Server), web development software and frameworks (Macromedia Dreamweaver, WebDSL), content management systems CSM (wordpress, drupal, joomla), security (ecommerce, ebanking, networking), Web design tools (photoshop). Some developers master all technologies, but some are mastering just some of them.

A desirable approach into implementing the requirements is to assign the requirements to their appropriate technology, as represented in Figure 9. This will also help the project management in the development process to assign the requirements to developer teams in a methodological manner, so each requirement will be assigned to the best developer or team for implementation.

![Figure 9. Information flow - direct connection from requirements to the technology used in implementation process](image)

To meet this necessity, an approach can be elaborated, based on the multidimensional separation of concerns introduced by Moreira, Rashid and Araujo [10]. Their methodology can be transformed to sustain multiple aspects of the implementing the requirements process and not only. They do also provide tool support through their ARCADE tool.

One way is to create concerns spaces that are related to certain technologies. In order to do that, the requirements had to be assigned concerns into a
Meta Concern Space that can have concerns such technology types used in implementation. Following that join, a certain technology can be easily associated to a certain developer type, as shown in Figure 10.

![Figure 10. Assign requirements to technology using separation of concerns](image)

To support this representation, to the meta concern in XML is added a `Technology` tag to record the technology appropriate to implement the concern (Figure 11).

```xml
<?xml version="1.0"?>
<MetaConcern name="InformationRetrieval">
  <Technology name="Ajax calls"/>
  <Description>The operation of accessing information from a computer system</Description>
  <Examples>Database retrieval, Multimedia retrieval</Examples>
  <Relationships>Availability, Mobility, Information Update</Relationships>
</MetaConcern>
```

![Figure 11. The InformationRetrieval meta concern in XML with Technology details recorded](image)

An upside of this method is that in the case of changing one requirement, only one technology will be used and only one type of developer or one group will participate in updating the software product. Another plus of this approach is that in certain situations the technologies can have tools to perform the implementation of the requirements. In this way, certain implementation does not have to be assigned to developers. Examples of tools for web are: CMS (Content Management System), WebDSL, Eclipse UML Class diagram. In other domains, other tools more appropriate can be used, like DOORS as a tool used in industry. In Figure 12 is presented such a situation.

Another possibility, depicted in Figure 13, is to create a concern space (MVC) that is assigned as concerns: Model, View and Controller, instead of technologies. This approach is useful when the level of conceptualization is high and this need is relevant to the project manager in the life cycle of developing the software product.
Concerns linked to development technologies relying on tools

Assigning the requirements to MVC components in order to implement requirements

To support this representation, in Figure 14, we added to the meta concern in XML a `MVCComponent` tag to record in the MVC component appropriate to represent the concern

```
<?xml version="1.0"?>
<MetaConcern name="InformationRetrieval">
  <MVCComponent name="controller" />
  <Description>The operation of accessing information from a computer system</Description>
  <Examples>Database retrieval, Multimedia retrieval</Examples>
  <Relationships>Availability, Mobility, InformationUpdate</Relationships>
</MetaConcern>
```

The `InformationRetrieval` meta concern in XML with `MVCComponent` detail recorded

Different meta concern spaces can be created, such as MVCController meta concern space, with the concerns: model, view and controller. So, the requirements space can be altered by adding meta concern spaces. This creates a conceptual binding between the abstract representations of sets of concerns in different meta concern spaces. This binding is basically a mapping from one meta concern space to another, through requirements (Figure 15). These metaconcern spaces and the bidings between can be valuable for traceability purposes.
This model of dividing the requirement space can be extended to other object spaces (e.g., specification). There is a possibility for different system spaces to share the same Meta concern Space (i.e., specification space and requirements space can share the same Meta concern space, each of them being related to the same concern, such as DevelopmentPriority). That way a binding between different systems spaces is created, as shown in 16.

4. Future work

Further investigation and analysis on the approach introduced in this paper could lead to valuable solutions or improvements to software engineering existent activities and methodologies, not only to the requirements engineering field or web application methodologies. One important step is to define rigorously the methodology and then to test it.

Tools can be developed to aid the process flow in using this methodology. Special tools could be developed to visualize the graphs created in the bindings between spaces. In some way, the bindings created in between different systems can be interrogated using a dedicated query language. The definition of sets of algebraic operations and operators on concern spaces can also be investigated.
5. Conclusions

This paper has proposed an approach based on the existing multi-dimensional separation of concerns in requirements engineering, with an impact in the implementation of the requirements for web applications. The proposed approach is subject to improvements, but it offers a solution in the process of selecting the technology of requirements implementing in the application and also can use the resources and the tools provided by the original approach.

Other uses of the methodology are presented, such as the extension of the approach over multiple meta concern spaces and multiple system spaces. Also, the methodology introduces a different approach of the analysis of the requirements specification from a separation of concerns perspective and the traceability that is conferred to the requirements by this approach.
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