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Abstract. Aspect mining is a research domain that tries to identify cross-
cutting concerns in already developed software systems. The goal is to
refactor the analyzed system to use aspect oriented programming in order
to ease the maintainability and evolution of the system. In this paper we
briefly describe the aspect mining techniques proposed so far, we analyze
them using three new criteria, and we discuss some possible future research
directions considering the current state of the art.

1. Introduction

Ever increasing software systems made designing and implementing them
a complex task. Software systems are composed of many different concerns,
where a concern is a specific requirement or consideration that must be ad-
dressed in order to satisfy the overall system. The concerns are divided in core
concerns and crosscutting concerns. The core concerns capture the central
functionality of a module, while crosscutting concerns capture system-level,
peripheral requirements that cross multiple modules. The current paradigms
like procedural or object oriented programming provide good solutions for the
design and implementation of core concerns, but they cannot deal properly
with crosscutting concerns. Different approaches have been proposed for the
design and implementation of crosscutting concerns: subject oriented pro-
gramming [38], composition filters [1], adaptive programming [23], generative
programming [10], aspect oriented programming (AOP) [19]. From these ap-
proaches, the aspect oriented programming approach has known the greatest
success both in industry and academia.

In order to design and implement a crosscutting concern, AOP introduces
four new concepts: join point (i.e., a well-defined point in the execution of a
program), pointcut (i.e., groups a set of join points and exposes some of the
values in the execution context of those join points), advice (i.e., a piece of
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code that is executed at each join point in a pointcut), and a new modular-
ization unit called aspect. The aspect is woven to generate the final system,
using a special tool called weaver. Some of the benefits that the use of AOP
brings to software engineering are: better modularization, higher productiv-
ity, software systems that are easier to maintain and to evolve. Nowadays,
there are many programming language extensions to support AOP: AspectJ
for Java [3], AspectC++ for C++ [2], etc.

For more than a decade researchers have tried to develop techniques and
tools to (automatically) identify crosscutting concerns in already developed
software systems, without using AOP. This area of research is called Aspect
Mining. The goal is to identify the crosscutting concerns, and then to refactor
them to aspects, in order to obtain a system that can be easily understood,
maintained and modified.

In order to identify crosscutting concerns, the techniques try to discover
one or both symptoms that appear when designing and implementing crosscut-
ting concerns using the existing paradigms: code scattering and code tangling.
Code scattering means that the code that implements a crosscutting concern
is spread across the system, and code tangling means that the code that im-
plements some concern is mixed with code from other (crosscutting) concerns.

Until now, many different approaches have been used for aspect mining,
and different techniques have been proposed. In this paper we try to analyze
the state of the art of aspect mining from the perspective of the proposed goal
and to identify other possible future research directions in this field. The main
contributions of this paper are to analyze the existing aspect mining techniques
using three new criteria: industry usage, IDE integration and integration with
AO refactoring, and to discuss possible new research directions in this field.

The paper is structured as follows. Section 2 presents an overview of
the aspect mining techniques proposed so far. Section 3 analyzes the aspect
mining techniques using three new different criteria. In Section 4 we discuss
some possible future research directions considering the current state of the
art of this field.

2. Overview of Aspect Mining Techniques

The first approaches in aspect mining were query-based search techniques.
The developer had to introduce a so-called seed (eg., a word, the name of
a method or of a field) and the associated tool showed all the places where
the seed was found. Very soon, researchers discovered that this approach to
aspect mining has some important disadvantages: the tool user had to have
an in-depth knowledge of the analyzed system, as he/she had to figure out
the seed(s) to be introduced, and the large amount of time needed in order to
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filter the results displayed. There are many query based aspect mining tools
proposed: Aspect Browser [12], The Aspect Mining Tool(AMT) [13], Multi-
Visualizer(AMTEX) [44], Feature Exploration and Analysis Tool(FEAT) [33],
QJBrowser [31], JQuery [17], Prism [45] and Theme/Doc [4]. Except for the
last one, all the other techniques are performing the search in the source code
of the mined system. The Theme/Doc tool is searching for the seed in the
requirements specifications.

Starting with 2004 researchers have focused on developing aspect mining
techniques that do not require an initial seed from the user. These tech-
niques try to identify the crosscutting concerns starting just from some kind
of system representation (the source code, the requirements documentation,
some execution traces, etc.), and are called automated aspect mining tech-
niques. Different approaches were used: metrics, clustering, clone detection
techniques, association rules, formal concept analysis, natural language pro-
cessing, etc. In the following we briefly describe the automated aspect mining
techniques proposed so far.

Marin et al. [26] have proposed an aspect mining technique that looks for
methods that are called from many different call sites and whose functionality
is needed across different methods, classes, and packages. The authors aim at
finding such methods by computing the fan-in metric for each method using
the static call graph of the system. Their approach relies on the observation
that scattered, crosscutting functionality that largely affects the code modu-
larity is likely to generate high fan-in values for key methods implementing
this functionality.

Tonella and Ceccato [40] have proposed to use dynamic code analysis, fea-
ture location and formal concept analysis [11] for aspect mining, as follows.
Execution traces are obtained by running an instrumented version of the pro-
gram under analysis for a set of scenarios (use cases). The relationship between
execution traces and executed computational units (methods) is subjected to
concept analysis. The execution traces associated with the use-cases are the
objects of the concept analysis context, while the executed methods are the
attributes. In the resulting concept lattice, the concepts that satisfy both the
scattering and the tangling conditions are considered as aspect candidates.

Breu and Krinke have proposed an aspect mining technique based on exe-
cution relations [6]. The proposed approach has two versions: a dynamic one
[6] and a static one [20, 21]. They introduce the notion of execution relation,
that describes the kind of relation that may exist between the executions of two
methods. In the dynamic version the execution relations are extracted from
program traces, and in the static version the execution relations are extracted
from the control flow graph. They identify recurring execution patterns which
describe certain behavioral aspects of the software system, and expect these



88 GRIGORETA S. COJOCAR

patterns to be potential crosscutting concerns which describe recurring func-
tionality in the program and thus are possible aspects. The authors have
focused only on method executions as they wanted to analyze object-oriented
systems where logically related functionality is encapsulated in methods.

Sampaio et al. [34] have proposed an approach for mining aspects from
requirements related documents. Their approach builds upon the ideas of
Theme/ Doc approach [4], but uses corpus-based natural language process-
ing techniques in order to effectively enable the identification of aspects in
semi-automated way. The main goal of their approach is to determine poten-
tial aspect candidates in requirements documents regardless of how they are
structured (e.g., informal descriptions, interviews, structured documents).

Kim and Tourwé have proposed an aspect mining technique that relies on
the assumption that naming conventions are the primary means for program-
mers to associate related but distant program entities [41]. Their technique
tries to identify potential aspects and crosscutting concerns by grouping pro-
gram entities with similar names. They apply formal concept analysis where
the objects are all the classes and methods in the analyzed program and the
attributes are the identifiers associated with those classes and methods. The
authors chose for inspection only the groups that contain at least a given num-
ber of objects (a given threshold) and that are crosscutting (i.e., the involved
methods and classes belong to at least two different class hierarchies).

Breu and Zimmermann tried to solve the problem of aspect mining taking a
historical perspective [7]: they mine the history of a project (version archives)
and identify code changes that are likely to be crosscutting concerns. Their
analysis is based on the hypothesis that crosscutting concerns evolve within a
project over time. A code change is likely to introduce such a concern if the
modification gets introduced at various locations within a single code change.

Some authors tried to use clone detection techniques that aim at finding
duplicated code, which may have been slightly adapted from the original. They
base their research on the observation that typically source code implementing
a crosscutting concern involves a great deal of duplications. Since the code
belonging to a crosscutting concern cannot be cleanly captured inside a single
abstraction, using the current programming paradigms, it cannot be reused.
Therefore, developers are forced to write the same code over and over again,
and are tempted to just copy paste the code and adapt it slightly to the
context.

Shepherd et al [36] proposed the first automatic aspect mining technique
based on clone detection. They based their analysis on AspectJ, particularly
on the before advice. The technique consists in identifying initial refactoring
candidates for the before advice using a control-based comparison, followed
by filtering based on data dependence information. They used two types of
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clone detection techniques for identifying crosscutting concerns: PDG-based
and AST-based clone detection techniques.

Bruntink et al. [9] tried to evaluate the usefulness and accuracy of clone
detection techniques in aspect mining. The existing clone detectors usually
produce output consisting of pairs of clones, i.e., they report which pairs of
code fragments are similar enough to be called clones. The authors then
investigate the groups of code fragments that are all clones of each other,
called clone classes, in order to find aspect candidates.

Bruntink has extented the approach described in [9] considering metrics
that grade the obtained clone classes [8]. The considered metrics were defined
with the purpose of improving maintainability when aspects are used.

Orlando Mendez has also studied the applicability of clone detection tech-
niques to aspect mining [30]. However, he used only one clone detector and
applied it for one case-study.

Many authors have tried to use clustering for crosccutting concerns identi-
fication. Clustering is a division of data into groups of similar objects [5, 16].
Each group, called cluster, consists of objects that are similar between them-
selves and dissimilar to objects of other groups.

Shepherd and Pollock [37] used clustering to find methods with similar
name as an indication of crosscuttingness. They perform agglomerative hier-
archical clustering in order to group methods. The objects to be clustered are
the names of the methods from the software system under analysis. The au-
thors have developed a tool that helps users navigate and analyze the obtained
clusters. The rest of the approach is just manual analysis of the obtained re-
sults using the tool.

Moldovan and Şerban have proposed a clustering based aspect mining ap-
proach that tries to discover crosscutting concerns by finding attributes of the
code scattering symptom [28]. The authors use the vector space model based
approach with two different vector space models, and different clustering algo-
rithms (hard k-means clustering, fuzzy clustering, hierarchical agglomerative
clustering, genetic clustering, etc) in order to group the methods from the
software system into clusters.

Şerban and Moldovan also proposed an approach based on graph [35]. This
approach is similar to the clustering one, but they use graphs, and in order to
obtain a partition of the software system under analysis.

He and Bai [14] have proposed an aspect mining technique based on dy-
namic analysis and clustering that also uses association rules. They first use
clustering to obtain crosscutting concern candidates and then use association
rules to determine the position of the source code belonging to a crosscutting
concern in order to ease refactoring. Execution traces are generated for an
instrumented version of the software system, and for specified scenarios and
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inputs. Every scenario has a called-method sequence. If there exists a group
of codes that has similar action, i.e., similar called-method sequence, and it
frequently appears in execution traces, then a crosscutting concern may exist.
Similar called-method sequences are considered possible crosscutting concerns
code. Clustering analysis is used to find similar called-method sequences. The
scenarios are the objects to be clustered, and the methods from the software
systems are the attributes.

Maisikeli has proposed a dynamic aspect mining technique that uses a
neural network clustering method called Self Organizing Map (SOM) [24].
He used a set of legacy benchmark programs to determine the most relevant
software metrics that can be used for aspect mining (i.e., dynamic fan-in/fan-
out, information flow, method spread, method cohesion contribution, etc.).
The mined software system is executed to compute the value of these metrics.
Based on these metrics he constructs a vector space model that is submitted as
input to SOM for clustering. The results obtained by SOM are then manually
analyzed to identify crosscutting concerns.

Rand Mcfadden has expanded the approach of Moldovan and Serban by
using model based clustering [32]. She investigated the performance of differ-
ent model based clustering algorithms with six vector space models (the two
defined by Moldovan and Serban, and four new ones).

Vidal et al. have proposed another aspect mining technique based on
dynamic analysis and association rule mining [42]. They execute the system
using a set of scenarios in order to obtain execution traces. These execution
traces are given as input to an association rule algorithm to find interesting
associations among methods. The rules obtained are classified and filtered out
in order to remove redundant rules or rules with utility methods.

Huang et al. have proposed an aspect mining technique inspired by the
link analysis of information retrieval technology [15]. They try to discover
the crosscutting concerns in the concern graphs extracted from the program
using a two-state model. They compute the program elements that are in the
scatter and centralization states, and use a ranking technique to select the
crosscutting concerns candidates.

3. Analysis of Aspect Mining Techniques

Many different aspect mining techniques have been proposed so far, some
of them in the last two years. However, if the techniques proposed in the
beginning used very different apprroaches, the last ones (proposed in the last
two-three years) are more an improvement of some of the previously proposed
techniques. Even so, the results obtained by the new aspect mining techniques
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did not improve significantly. They obtained better results, but not much
better.

In 2008, Mens et al. [27] have conducted an analysis of the problems the
proposed aspect mining techniques were encountering. They have identified
as main problems: poor precision, poor recall, subjectivity, scalability, lack of
empirical validation. They have also identified the causes of these problems. In
their opinion there are three main root causes: inappropriateness of the tech-
niques used to mine for aspects, lack of a precise definition of what constitutes
an aspect, and inadequate representation of the aspect mining results.

Even though the study conducted by Mens et al. describes most of the
problems that exist in the aspect mining research field, there are other criteria
that must also be considered when analyzing the aspect mining techniques, like
the usage of aspect mining techniques in industry, integration of techniques
with IDEs, and link of these techniques with aspect oriented refactoring tools.
In the following we analyze the aspect mining techniques using these criteria.

3.1. Aspect mining techniques used in industry. Have any of the as-
pect mining techniques been used for complex projects? In Section 2 were
briefly described the aspect mining techniques proposed so far. Most of the
techniques used as case-studies JHotDraw version v5.4b1 [18] and Carla Laffra
implementation of Dijkstra algorithm [22]. However, these case studies can-
not be considered as complex. The former is a small to medium size software
system, but the later case study is a small one consisting of only 6 classes.
There are just a few case studies used (i.e., Tomcat, Eclipse v3.2M3) that can
be considered as more complex. There are also no other reports or surveys
describing the use of any of the aspect mining techniques for more complex
software systems.

3.2. IDE Integration. Even though there are so many aspect mining tech-
niques proposed, most of them cannot be used as there is no associated tool
available. The only technique that can be used by others is the Fanin tech-
nique that has an Eclipse plugin available. The technique proposed by Vidal
et al. [42] also described the use of an Eclipse-based tool, called AspectRT,
however it is not publicly available. There are also a few techniques which can
be recreated by following and using the same tools as the proponents of the
techniques. However, for most of them, there is no tool available which makes
it difficult for others to use them for other case studies or software systems.

3.3. Integration with AO Refactoring. There are a few reports available
[39, 43] about using the results obtained by different aspect mining techniques
in order to refactor the mined system to use aspect oriented constructs. For
both reports the conclusion was that not all the crosscutting concerns that
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exist in a software system can be easily redesigned and implemented using
AOP. For some crosscutting concerns, even the aspect oriented paradigm is
not a good solution.

Some refactorings were proposed in order to ease the migration to an
aspect oriented system [29]. However, except for the Vidal et al. technique,
none of the techniques take into the consideration the subsequent refactoring
step. This may be due to the facts that all the techniques still require a
large amount of user involvement in order to analyze the results obtained by
them, and that there are still a large number of false positives in the results
presented. Some of the authors have considered refactoring the case studies
used for aspect mining [25], however the approach used is mainly manually,
without tool support.

4. Future of Aspect Mining

Considering the problems discovered by Mens et al. [27], and the addi-
tional criteria discussed in Section 3, it is very unlikely that any of the existing
aspect mining techniques will be adopted by the industry in the near future.
Without a major change in the approach used for aspect mining, the industry
practitioners will not consider using an aspect mining technique. In the follow-
ing we discuss some possible research directions, that might ease the adoption
from industry.

4.1. Top-down approaches. In the beginning, the researchers have consid-
ered using a top-down approach for aspect mining. Using a catalog of known
crosscutting concerns, these kind of approaches should focus on identifying
the crosscutting concerns from the catalog. This may reduce execution time,
the large number of false positives, and the user involvement in analyzing the
obtained results.

4.2. Identify only refactorable crosscutting concerns. The case studies
used for aspect mining and AO refactoring have already shown that only a
susbset of the crosscutting concerns (CCCs) that exist in an object-oriented
software system may be refactored into aspects. Future aspect mining tech-
niques should focus on identifying only the refactorable crosscutting concerns.
This may ease the integration of the next step: refactoring to use AOP. In this
case, the techniques should also considered the right level of granularity for
refactorable CCCs. The existing aspect mining techniques consider different
levels of granularity: statement for clone-detection based techniques, methods
for almost all techniques. However, there is still the question of which level
is better: statement or method? If we consider only the refactorable CCCs,
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we should already know how they will be refactored, and it might help in
identifying the granularity level used for mining CCCs.

4.3. Create a catalogue of refactorable CCCs. In order to identify the
refactorable CCCs, we first need to know the crosscutting concerns that are
refactorable into aspects. For that we need to create a catalogue. We may
start by putting the most known crosscutting concerns that can be designed
and implemented using AOP, like security, transaction management, logging
and add new CCC as they appear in practice.

4.4. Tool support. It is very important that future aspect mining techniques
consider developing an associated tool, that can be integrated with existing
IDEs. Without such tools, the industry might not adopt/use the technique,
even thought it may obtain good results.

5. Conclusions

In this paper we have have briefly described the existing aspect mining
techniques, and, then, we have analyzed them using criteria like industry
adoption, IDE integration, and subsequent refactoring. We have also discussed
some future directions that should be considered for aspect mining.

Many different aspect mining techniques have been proposed so far, how-
ever case studies have shown that they do not perform very good: they have
low precision, a large number of false positive, they still require a large amount
of user involvement, and they cannot be integrated with refactoring tools.

Trying to discover all crosscutting concerns that exist in software systems is
not suited for aspect mining and aspect oriented refactoring. Other approaches
should be considered for aspect mining in order to be able to get near to one of
the objective of aspect mining, that of refactoring the identified crosscutting
concerns into aspects. Considering a top down approach, in the future, may
be more efficient as it may reduce the number of results presented to the
user, it may increase precision, it may decrease the time needed to identify
the crosscutting concerns, and it may also make possible integration with
refactoring tools.
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