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WHY MUST WE TEACH VERIFICATION AND

VALIDATION TO UNDERGRADUATES?

MILITON FRENŢIU AND FLORIN CRǍCIUN

Abstract. The way program verification is taught is firstly described.
The verification methods are shortly presented and the objectives of the
Verification and Validation (V&V) course are discussed. The main gain
on the students education is finally underlined.

1. Introduction

The most important property of a program is whether it accomplishes the
intentions of its user, i.e. if it is correct. We have all observed the permanent
and rapid growth of computer usage in all fields of human activity. The need
for new programs is immense and their complexity is continuously growing.
There are known programs with millions of lines written by hundreds of people.
These more complex programs cannot be developed like the old small ones.
It has become necessary to analyse software costs over the entire life cycle of
the system. It is known today that the major errors are due to poor design
of the system not to bad coding. After all, the fraction of time needed for
programming is about 20% of the entire development process.

The need for more reliable software [20, 25, 14], and the role of Verification
and Validation [3, 15, 35] are well known. Investigations have shown that
formal verification procedures would have revealed the exposed defect in, e.
g., the Ariane-5 missile, Mars Pathfinder, Intels Pentium II processor, or the
Therac-25 therapy radiation machine [5].

Today software systems have become essential parts of our daily life. Com-
puters are used in all fields of human activities. More and more programs are
needed, and their complexity increases continuously. Software critical systems
[1] require error-free programming. To obtain programs without errors we
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need a new way of writing programs, new people, much better educated, able
to do this.

There is a contradiction between the desire to obtain a system as quickly
as possible, and to have a correct system. The experience shows that more
than 75% of finished software products have errors during maintenance, and
deadlines are missed and the cost overrunning is a rule, not an exception. It
was estimated [34] that more than 50% of the development effort is spent on
testing and debugging. Nevertheless, some errors are not detected by testing,
and some of them are never detected. More, there are projects that have never
been finished [8]. And it is not an exception; it is estimated that from each
six large projects two of them are never finished.

Almost all students have learned some programming at school. They think
they know what programming is all about. They express resentment when they
are forced to document their activity, to design the program, or to think to
the correctness of their programs. They go directly to computer and introduce
their programs, and then run them. If the first execution seems OK they are
satisfied. They don’t like to think first to the algorithm and to describe it
on the paper. Also, they are not used to test seriously their programs. We
need to fight with these people, to change their habit, to educate them in a
different way. That is why we have to stress from the very beginning that
”programming is a high intellectual activity” [19], that ”they must think first,
program later” [23], that the correctness is the most important property of
good programs.

2. The contents of Verification and Validation Course (V&V)

The validation and verification of software systems is a major issue in
Software Engineering. The objective of this course is to train future computer
scientists and engineers in the fundamental concepts on which verification and
validation of software systems are based. Though the orientation of the course
is practical in nature, its goal is to teach the fundamental principles that are
needed to build reliable systems needed in various fields.

V&V is one of the important courses that contribute to obtain well-
educated practitioners. We teach such a course to the third year undergradu-
ates [15]. The theoretical basis for building reliable software products is given
here. The course consists of three main parts:

• the theory of program correctness;
• the methods of verification and validation;
• the consequences on software engineering practice.

The entire curricula of this course, and also, the undergraduate study program
may be seen at [31].
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One cannot understand V&V if she/he does not know the concept of pro-
gram correctness. We are confident that we cannot prove the correctness of
a large program with one million lines. But, as Dijkstra [4] underlined, it
is necessary to use perfect (correct) simple algorithms for building reliable
large programs (but it is not sufficient). The first part of the course presents
this concept and gives methods to prove correctness. The Floyd and Hoare
methods [10, 18] to prove correctness are given. Then, more important, the
accent is put on the methods to achieve this correctness by refinement from
specifications. Also, the roles of Dijkstra [6], Hoare [18], Gries [17], Droomey
[7], and Morgan [27] are mentioned.

The verification methods discussed in the second part are: proving correct-
ness (already mentioned), testing, inspection, symbolic execution, and model
checking. Testing is the oldest verification method and often the only one
used. Symbolic execution [22] although similar to testing, differs from testing
by the values given to the input variables, which are symbols not concrete
values.

Inspection, introduced by Fagan [9], with all later variants (peer reviews
[33], walkthroughs [30], active design reviews [29]) is a newer V&V method, as
well as Model Checking [2, 21]. Inspections can find up to 80% of defects, much
earlier than testing. The formal process developed by Fagan was improved by
Gilb [16], who considers that the main advantage of inspection over testing is
its possibility of process improvement. The feedback obtained from inspections
is useful to eliminate defects and bad habits from the development processes.
Also, the cost of eliminating an error by testing is 14.5 times higher than the
cost of eliminating it by inspection [32].

At the undergraduate level we cannot afford to teach the mathematical
basis of model checking, the theory that lies at the basis of model checking.
Instead, the main theoretical aspects are presented in a two hours lecture, and
the existence of tools and examples of such tools are shortly presented [15].

It is underlined that all of these methods must be practiced during the
software process [15]. Their usage may be informal, or more formal, complete
or only some of them, depending on the type of the system which is built. For
safety-critical systems all of the above mentioned methods must be used. We
consider that all future software engineers should be aware of all verification
methods.

The third part of the course presents the Cleanroom methodology [26, 24],
the role of V&V for Software Quality Assurance and Software Process Im-
provement, and the consequences of correctness theory on software engineering
practice [11, 14, 15].
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3. Consequences of teaching Verification on Software Engineer

We think that we educate our students for their future profession, that
last for several decades. Also, they must be prepared for changes in software
engineering. They need to acquire now the knowledge needed to build more
reliable systems. Certainly, proving correctness of algorithms is not enough
to obtain more reliable systems, but it is necessary. For years we ask the
students to understand and to respect some important rules of programming
[11, 13, 14, 23]. Many of them are simple consequences of the theory of program
correctness [11].

The fact that program verification is a very important activity which ex-
tends from the first statement of the problem, until the end of the project is
repeated many times. And a special attention was given to the inspection of
all documents [9, 28]. The students must hear from the beginning that testing
is not enough, that inspection of all phases may be more useful.

The future software tester must be well prepared to test software prod-
ucts, the member of the verification team must be an expert in verification
activities. Not all students will work in a verification team, but all of them
must contribute to build reliable systems.

So, why must we teach Verification and Validation? The knowledge ac-
quired teaching a V&V course have serious consequences on the entire activity
of a software engineer. These consequences may be extracted as important
rules that must be obeyed by all participants in the software process. We
mentioned here only few of them:

• Prevention is better than cure!
• Think first, program later!
• Do it right the first time!
• Prove the correctness of your algorithms!
• Write documentation for all software activities!
• Inspection is superior to testing!
• Discover and Remove the errors as early as possible!
• Use comments to document your code. Use assertions.
• Pay attention to the clarity of your software documents!
• Respect the standards!

4. Conclusions

We need confidence in the quality of our software products. We need to
educate the future software developers in the spirit of producing correct, re-
liable systems. For this we must teach students to develop correct programs.
We are aware that usually programmers do not prove the correctness of their
programs. There always has to be a balance between cost and the importance
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of reliability of the programs. But just when the well educated people do not
prove the correctness, their products are more reliable than the products of
those ”programmers” who never studied program correctness. Therefore, we
consider that the students must hear, and must pay attention to the correct-
ness of their products.

From first year, students are taught about program specification and de-
sign. The entire life-cycle is presented, the importance of documentation for
all steps is underlined. Top-down and the other programming methods are
taught, and the students hear that the design is more important than coding.
Each part of the design must be specified, the code must be explained by
comments, the comments should be neither more nor less than needed. Since
we also observed that students do not like to write comments [12] we tried to
explain their necessity, and to force them to document the code [13].
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