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TEACHING MODEL CHECKING TO UNDERGRADUATES

A.VESCAN AND M. FRENŢIU

Abstract. The way program verification is taught in our faculty is firstly
described. One of the verification methods is model checking, shortly pre-
sented to the students in one lecture. One laboratory project consists in
using the SPIN tool. The difficulties encountered by students with this
project are presented in this paper.

1. Introduction

The need for more reliable software [1, 9, 16, 6], and the role of Formal
Methods [9, 3, 14, 19, 7] are well known. During the last two decades, re-
search in formal methods has led to the development of some very promising
techniques that facilitate the early detection of defects. These techniques are
accompanied by powerful software tools that can be used to automate various
verification steps. Investigations have shown that formal verification proce-
dures would have revealed the exposed defect in, e. g., the Ariane-5 missile,
Mars Pathfinder, Intel’s Pentium II processor, or the Therac-25 therapy radi-
ation machine [4].

Today, the computers are used in all fields of human activities. More and
more programs are needed, and software critical systems require error-free
programming [1].

If we want to build software of good quality, to increase its reliability, we
have to contribute to better education of human resources. It is considered
that the main barrier against the usage of Formal Methods is the lack of good
professionals, able to use such methods.

Each university must educate better software engineers capable to use the
newest methods, which increase the quality of software products and improves
the software processes. In this direction, one of the important subject that
must be taught to undergraduates is Verification and Validation.
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2. The role of Verification and Validation (V&V)

One means to Software Quality Assurance is V&V. The course V&V is one
of the important courses that contributes to obtain well-educated practition-
ers. We teach such a course to the third year undergraduates. The theoretical
basis for building reliable software products is given here. The course consists
of three main parts:

• the theory of program correctness;
• the methods of verification and validation;
• the consequences on software engineering practice.

The entire curricula of this course, and also, the undergraduate study
program may be seen at [20].

One cannot understand V&V if he does not know the concept of program
correctness. The first part of the course presents this concept and gives meth-
ods to prove correctness. More important, the accent is put on the methods
to achieve this correctness.

The methods discussed in the second part are: proving correctness, testing,
inspection, symbolic execution, and model checking. It is underlined that all
of them must be practiced during the software process [8]. Their usage may
be informal, or more formal, complete or only some of them, depending on
the type of the system which is built. For safety-critical systems all of the
above mentioned methods must be used. We consider that all future software
engineers should be aware of all verification methods.

The third part of the course presents the Cleanroom methodology [17],
the role of V&V for Software Quality Assurance and Software Process Im-
provement, and the consequences of correctness theory on software engineering
practice [5, 6, 8].

At the undergraduate level we cannot afford to teach the mathematical
basis of model checking, the theory that lies at the basis of model checking
theory. Instead, the main theoretical aspects are presented in a two hours
lecture, and the existence of tools and examples of such tools are shortly
presented.

Model checking [12] is a verification technique that explores all possible
system states in a brute-force manner. In this way, it can be shown that a
given system model truly satisfies a certain property. The property specifica-
tion prescribes what the system should do, or what it should not do, whereas
the model description addresses how the system behaves. The model checker
examines all relevant system states to check whether they satisfy the desired
property. To make a rigorous verification possible, properties should be de-
scribed in a precise and unambiguous manner. A temporal logic, which is a
form of modal logic that is appropriate to specify relevant properties, is used
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as a property specification language. In term of mathematical logic, one checks
that the system description is a model of a temporal logic formula. Temporal
logic is basically an extension of traditional propositional logic with operators
that refer to the behavior of systems over time. It allows for the specification of
a broad range of relevant system properties [12] such as functional correctness
(does the system do what it is supposed to do?), reachability (is it possible to
end up in a deadlock state?), safety (“something bad never happens”), liveness
(“something good will eventually happen”), fairness (does, under certain con-
ditions, an event occur repeatedly?), and real-time properties (is the system
acting in time?). Also, model checking may be used to check the conformance
of design with the requirements [2].

Teaching model checking to undergraduates was already proposed by oth-
ers [13, 18]. The undergraduate curricula cannot contain an entire course
about model checking, but we consider that it is an important verification
method and must be present in such a course.

3. Problems with teaching model checking

As a laboratory project one tool was presented to the students and this
tool was Spin [10].

The language Promela was presented and introduced to students during
the first part of the laboratory. Several examples [15] were presented and
explained to better understand the syntax of the language but more than
that, the semantics of the structures were also explained. The non deter-
minacy was explained by using several examples. The notion of a process
in Promela was presented and discussed. The concurrency, interference and
interleaving between processes were described. The students played with the
provided examples [15] and experienced the concurrency and interleaving. Sev-
eral ways/methods for deterministic steps/atomic executions of statements of
different processes were explained. So, one of the difficulties encountered with
teaching model checking was the unfamiliarity with concurrent systems.

The structure of the laboratory consisting in model checking may be found
here [21]. The laboratory consists in two hours and for the assignment the
students had two problems: in class assignment problem and homework as-
signment problem.

The properties to be checked were first expressed using assertions. As in
class assignment the students had to implement in Promela a process to com-
pute a given value and then to use assertions to establish the correctness of
the computation. They also had to use assertions to express preconditions and
postconditions. The majority of them were able to work alone, without any
additional help. This was a simple exercise to help student create a process
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and use assertions for correctness, and also to prepare them for the homework
assignment problem. They have already used assertions (preconditions, post-
conditions, invariants) in a previous laboratory [21] when they use ESCJAVA
and JML [11].

Another problem faced by some of the students was to make them model
a system in class, immediately after the presentation of similar examples.
Obviously, they need more time to process and understand modeling using
Promela and thinking about verification of a system/model using a model
checker.

For the second part of the class we have discussed the use of LTL formula
to express the properties that the model should have. They have run the
prepared examples [15]: about critical section in two processes, about deadlock
and starvation. They have used LTL formula to express these properties and
used the JSpin tool to verify them. During the use of JSpin tool with LTL
formula the students were very enthusiastic about the “power” of the tool,
especially about the checking process.

For homework assignment they have received the following problem: Con-
sider the frog pond shown in Figure 1. Three female frogs are on the three
stones on the left and three male frogs are on the three stones on the right.
Find a way to exchange the positions of the male and female frogs, so that
the male frogs are all on the left and the females are all on the right. The
constraints that your solution must satisfy are as follows: frogs can only jump
in the direction they are facing. They can either jump one rock forward if the
next rock is empty or they can jump over a frog if the next rock has a frog on
it and the rock after it is empty. Model the above system using a Spin model,
and show that it is possible to reach the desired end state.

Figure 1. The Frog Pond Puzzle

The students played the game and tried to find a solution using [22]. Some
of them found the solutin quickly and were able to sketch an algorithm for the
solution.

Only a few of the students were able to model the system and check for
solution, some of them used assertions and others used a LTL formula. Only a
few of them understood that the property is checked in all states of the system
model. They were very satisfied about the outcome of their finding.
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Other students didn’t understand correctly what they should do and they
modeled the solution of the problem and not the system and the rules. They
were very excited that the JSpin model checker always “gave” them the solu-
tion, and each time they run (randomly execution) the created processes they
reached the solution!

Other students found the solution of the problem in the JSpin example
directory but when asked about the model, the way that the model should
be used in JSpin, they didn’t know what to answer. They were not able to
explain (even explained during the previous laboratory) how the model is used
and how the model checker verify the LTL formula.

4. Conclusions

Verification by Model Checking had motivated the students, although they
met the above difficulties. Since the allocated time for this subject was small,
the examples were small and they could be considered as toys examples. Nev-
ertheless, they offer to the students the possibility to acquire this new method
of verification. They saw that Model Checking is a good mean to catch errors
earlier in the model, to eliminate the rework, and to improve the quality of
the product and the software process.

Nevertheless, we can improve this part of the course by choosing more
suitable examples and give them to the students as homework projects.

Also, we must insist on improving the (first) model chosen by students.
And, as well, we must insist that the students should pay attention to a broadly
verification of a system, at least in the following three directions:

• to use all verification methods;
• to carefully design the testing cases according to the chosen criteria;
• to verify the robustness of the system.
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