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ROBOSLANG – CONCEPT OF AN EXPERIMENTAL
LANGUAGE

OVIDIU SERBAN

Abstract. There are very few platforms trying to unify the program-
ming process of robots and none of them is concerned with building an
extensible language that would allow anyone to have access to the hard-
ware. RoboSlang’s main goal is to allow programmers to build easily new
modules without needing any hardware programming knowledge and their
concern should be to create better algorithms for some well-known prob-
lems.
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1. Introduction

Programming on different types of platforms (such as different hardware
devices and operating systems) was always a difficult task and when trying to
program non standard devices or mobile systems without a proper language
or platform can be a very a very dangerous approach. Middleware platforms
[12] were developed to unify the developing process, but they are only the
starting point for the programming process and not all the problems were
being solved. There are some problems that you may need to solve, even if
you program on top of a Middleware platform, such as unifying the data feeds(
communications and sensors data) or planning tasks in a distributed way.

This paper presents the concept of an experimental language and the way
it could be implemented using some of the programming languages (such as
Java, C, C++ or SQL). It is trying to answer some usual questions about
robots communication and solve some of the basic problems of exchanging
data. There are some projects oriented on the intelligent side of the robots,
trying to search for a perfect algorithm that solves a problem, but there are
many communication issues and hardware problems that should be solved in
a different manner. RoboSlang is an entry point for every other project that
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intends to do something intelligent with some hardware and it should not be
focused on the platform programming issues.

Also there should be a transparent way of exchanging information and
the intelligent devices should have a platform ready for programming and for
further extension. RoboSlang is trying to offer a solution for this issue. Many
industrial project desire to achieve communication between the production
machines, but they are, in most of the cases not able to do so. What if there
existed a platform able to do these tasks such that the main concern of the
industrial programmers would be a better algorithm to improve the production
and not a hardware issue for some component ?

This platform is designed to be scalable by the ability to add as many
dialects as needed. So if you need a domain specific dialect you will not need
to implement all of the transmission mechanism from its base point, you should
only extend RoboSlang for what you need.

There are many hardware incompatibilities and so many different types of
architectures that only a transparent layer for every kind of communication
should solve the problem, so RoboSlang proposes a unified way to transmit
messages between devices.

The paper is organized as follows: The motivation and the real problems
that should be handled when trying to program such platform are described
in Section 1. Section 2 contains the actual description of the language. The
two main dialects of RoboSlang are presented in Sections 3 and 4. Section 5
contains a few of the implementation problems and some programming sug-
gestions. Section 6 concludes the paper.

2. Motivation of the implementation of such a platform

2.1. What would robots say to each other? The robots can exchange
information like sensors data or positioning diagrams. This information has a
huge potential in a network considering the fact that many robots and devices
do not have powerful hardware or sensors to work with. An entire theory about
distributed computing [13] was developed, but there is no standard protocol
of communication between two devices that are able to exchange information.

Not only robots and smart devices need to communicate results, also the
humans would like to communicate with the robots in a “human-like“ language
and if they are capable of doing that, why would not be any other smart living
creature capable of communicating with a robot or a smart device.

Imagine a situation when a cat would like to ask your robot to clean all
the mess inside its sleeping place. Why would not that be possible? If you
consider that a cat is capable of thinking and expressing its thoughts then
there should not be a problem to exchange the information.
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2.2. Hardware and other communication problems. Hardware compat-
ibilities are a real issue. There are so many possibilities for exchanging infor-
mation that even trying to keep a collection with all the data for them is a
problem. The platform will try to offer support to any further implementations
so that the hardware level will be transparent.

For example if you consider different types of wireless protocols [2], you
will see that some of them are incompatible even if they are supported by the
same device and you do not have to mention problems related to incompatible
devices that support the same protocols. Also related to wireless problems
there are some issues for data transmission in a hostile environment. We
should consider that our device should be able to transmit data even if the
environment is unfriendly.

Suppose that all the hardware problems are not so difficult to solve, there
are also some software and communication problems. For instance two plat-
forms support different type of data, one is able to deal with big quantity of
information and other is very slow and cannot process such information. What
can we do ? Fortunately the network research area gives us some answers, but
there are some problems that still remain unsolved.

Another problem is related to listening process, when you search for an-
other device to exchange information. If you do this from time to time, it is
most probable to miss some of the partners. If you do this permanently then
you could waste valuable energy that could be used to perform other tasks.
In the real life there are some situations when you establish a synchronization
moment with another partner, but in robotic like situations this is not a good
way to discover other devices. You should be able to discover and exchange
information as much as you can and as fast as you can, not to wait for a
certain moment.

Therefore the hardware and communication problem still remains open,
but in this area a lot of research is done so RoboSlang would be able to apply
certain fixes as fast are discovered by other researchers. The main concern
on the developing process should be the platform and not to solve certain
hardware or software problems.

3. RoboSlang

This section contains the description of the proposed language (called Ro-
boSlang).The language itself should be as light as possible. It must contain
a discovery procedure, that should also involve a handshake mechanism and
a procedure for choosing a dialect. The entire process can be described in a
step by step manner :
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Figure 1. The handshake and dialect choosing mechanism

• Step 1 (Discovery procedure): Robots are inside the “visible“ area of
each other. They recognize some hardware signatures (such as wireless
signal [3, 4] or an available Bluetooth service [1]) and try to establish
a communication channel.

• Step 2 (Handshake mechanism): The handshake procedure consists
of exchanging of identification data. This information contains a key
(unsigned nonzero integer on 16 bits) that uniquely identifies each de-
vice. The uniqueness of the key must be assured by the developer of
the platform using a key generator application. In the first version of
the system the key will be assign manually at the moment of assigning
name to devices, but further improvement may consist of an automat-
ically way of assigning the keys. When a device receives identification
data from other devices it must send back a confirmation message.
If no confirmation message is received the identification data will be
resent. The handshake process ends when each of the devices has re-
ceived and accepted the identification data of the other devices. Once
the communication channel between two devices is set, each of them
will assign a local key to the session for the simple fact that between
two devices could exist several sessions.

• Step 3 (Dialect choosing): Each robot or device has a list with some
known dialects. The basic information about a dialect is:

– the name of the dialect: 61 printable ASCII characters2;
– the version of the dialect: 8 bits integer.

1There are 94 characters and there 4.2 * 1015 combinations that can be used for choosing
the names. The names are given in a fixed size, so if you want to specify a 3 character
dialect, then you should put 3 spaces after or before the name.

2Printable ASCII characters are numbered from 33 to 126 in decimal notation
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More information about the structure of the dialects will be discussed later
in this section.

The handshake and dialect choosing mechanism is described in the Figure
1.

After choosing the dialect the two robots will decide what information
should change. The structure of the exchange package remains the same for
every dialect.

The package structure is as follows:

• 16 bits - the unique identification key of the destination device or 0 for
a broadcast. The key is written in fixed 16 bits form.

• 32 bits - representing the length of the data transmitted in the package(
number of bytes)

• 1 bit - the checksum bit of an error detection algorithm for the trans-
mitted data the actual data

The proposed checksum algorithm is a simple one revealed by the following
function:

(1) checksum(x) = XORi=1,..nxi,

where xi is the bit representation of x, n is the length of x and XOR is the
bits operator applied on multiple bits.

There are some special packages transmitted by the RoboSlang handshake
and dialect negotiation protocol. For a better understanding of the concepts
of the language and dialects I will use a hex base notation for all the numbers.
The first of the series is the presentation package.

It has the following structure:

0000h 000000000000000Fh checksum(key) key

And the response should be:

key 000000000000000Fh checksum(key) key

After this procedure the robots will ask each other the interested dialect
list:

key 0000000000000040h checksum(command) command
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command = { transmission error == 0h
retransmit data == 1h
do you know == 3h dialect version
yes == 7h
no == 15h
begin == 31h
end == 63h }

This codes should be enough for device to establish communication and
begin the whole exchange process. The RoboSlang language should be kept as
light as possible because it should be used only for initiating the data exchange
process.

The codes are chosen to solve the transmission error problem in a easy
way, so if you consider the bit representation of these commands you will see
that each of it begins with a variable number of zeros followed by a variable
number of ones. When receiving a command, a simple check should be made to
verify if the data conforms with the specification. If not both error commands
(transmission error and retransmit data) will be send.

4. CommonRoboSlang ( CRS )

4.1. The tasks - breaking into small pieces. CommonRoboSlang is a
dialect of RoboSlang and its main goal is to handle the tasks in a uniform
manner. Imagine a huge task that a single robot could not handle, but a lot of
them can. So you need a proper language to exchange the information about
the task and the way it can be divided. Also you would need an algorithm to
divide these tasks.

The main principles of CRS are:
• If you can do a task without any help, do it!
• If you can’t do a task without any help, then consider the most suitable

robot to do it.
So first of all you would analyze that it is better to split the task and than

to do it. A second argument for this should come when there are not any
robots available in the area and you need to search them. Also you should
consider the transmission time. When all the answers are negative then you
should consider splitting as an option.

When you split something you take the task that you can do in an afford-
able time, but then it comes another question: “How many units of time are
affordable¿‘. So CRS answers this question in a simple manner. Try to split
the task in as many pieces as the known robots are. Also you should consider
the task that you are able to perform.
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We talked about splitting tasks into small pieces, but what the tasks are?
A task is a collection of abstract steps that you should follow to reach at the
end. Abstract steps are known algorithms and they cannot be divided into
small pieces. For instance an abstract step can be “go from point x to y“ and
also “climb a mountain“. I suggest keeping the steps as small as possible, but
if it is necessary you can construct them in a more complex way. These steps
are encoded so the transmitted information is as well, as small as possible.
The encoding of the steps is chosen by the programmer and it does not have a
standard form. If a robot does not know what an abstract step means then it
should reject the whole task. The rejection cause can be one of the following:
“unknown resource needed“, “unknown steps“ or “task too big“.

The robot should keep a log of the current task so that every time it would
know how much time remains.

Nobody should consider that splitting the tasks and describing the ab-
stract steps is an easy job. In fact the intricacy of the problem is equivalent
to designing a very complex programming language. The description of the
abstract steps is a difficult task and putting them in the task collection can
be also very complex. You must decide if to create a task as an abstract step
or to split it into small pieces and let the devices decide their flow. In the
final stage, when a device is getting and mixing all the results can be also
considered a task and could be designed as an abstract step collection.

4.2. The main commands of CommonRoboSlang. After switching the
conversation to CRS the dialect will have a standard form of question(Q) and
answer(A):

Q: status
A: busy means that the other party does not ac-

cept any task for the moment
idle this means that the robot is available and

ready for any task
none is an undefined state, meaning that the ro-

bot have some problems or could not serve
any task

Q can you perform [task]
A: yes means that the robot is sure that it can

perform the given task
no means that the robot is not able to per-

form the entire task
possible means that the robot is not sure about the

task so it can be rejected later
The other phrases of the dialect have an imperative form:
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• job done [task] [result]
• job rejected [cause]

Task assignment should be considered immediately and the results should
be given to the robot that assigned the task. Also when all the sub tasks are
done the main robot should finish the task also.

5. HumanRoboSlang ( HRS )

This dialect is one of final goals of RoboSlang as smart devices should
be able to communicate with humans in a natural manner. There are some
problems related to this subject and that include human language semantics,
natural language processing [11], the criteria to choose a certain language
and the list could continue. If we speak of getting the semantics of a certain
language we would see that current research in this area is not very surprising
[14]. Unfortunately this subject is far away from human dream that we should
be able to talk to robots and they would be able to perform tasks given by
us. There is some hope also because there are some algorithms capable of
answering and learning from humans, but they are still in research and used
only for experimental purposes or fun.

The HumanRoboSlang is proposing o way of communicating only certain
task to a robot using an SQL like language [15]. So suppose that every task
and its description and steps are described in a database. Your only problem
now is to figure out what task should be done at a certain time and you take
the ID of the task from the TASKS table and insert it into your REQUESTS
table. The device will query the table from time to time and perform the
tasks ordered by the priority. I know that this is far from a human to robot
language, but is a simple way to communicate and it is very easy and low
costing solution to implement.

Once the research in the natural language processing is getting some useful
results, then a certain solution for HumanRoboSlang should be found, but until
then we will be able to communicate with smart devices thought some pseudo
natural languages.

6. Implementation

Regarding to the programming languages, there is no restriction for using
one or other. If you consider one language better than other, then search
for the RoboSlang architecture implemented in your language and begin the
programming process. Also there are some cases when you do not really need
a RoboSlang implementation and you only want to send or receive some data
from a certain language using a known data exchange method.
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The platform will be implemented using Java [7] and C on a Linux [5, 6]
platform because of the portability and numerous Linux distributions that
can be installed on every kind of platform. RoboSlang is not intending for
the moment to build a platform of its own, but in time, if it is considered
necessary, it would be considered as an option.

As an approach for the platform implementation we can use network pro-
gramming after we establish an IP connection with a server. The whole scan-
ning process and wireless network [10] detection can be done by the operating
system. Another way of implementing the connection between robots is based
on bluetooth programming [9]. It can be easily done in Java and Java ME
[8] and it does not need any more platforms. There are a few settings to be
done under Linux for using bluetooth, but there are a lot of materials on the
Internet describing how to do it.

7. Conclusions and further work

The current researches done by some companies suggested that there isn’t
a certain platform available on the market that could solve the problem of
communication between two intelligent devices. So every product comes with
its own firmware that it is able to do some tasks that would be designed for,
but nobody is concerning in exchanging results and important data between
two or more devices. Even if the industrial usage of the robots is extending,
the companies propose non distributed solutions for task management and
production improve. There is some research for algorithms to control robotic
swarms, but there is not a stable platform to test those algorithms. Swarm OS
from IRobot Industries is a platform for swarms, but that operating system
is still under research, it would not be available for free and their purpose is
to control only their hardware (IRobot swarms) [16]. After performing some
research you would see that even is a critical problem there are few companies
that are implementing some platforms for robots programming, but none of
them is dealing with the robots in an autonomous manner and none of them
is proposing a distributed solution and a communication platform. RoboSlang
will begin as an Open Source project and will became a solution for some of
the companies that would like to have real intelligent devices, because they
will be able to exchange data and work as a team.
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