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REUSE ANOMALY IN OBJECT-ORIENTED CONCURRENT
PROGRAMMING

DAN MIRCEA SUCIU

Abstract. The integration of the concurrent mechanisms in object-oriented
programming is without doubt, an attractive idea. Unfortunately, the de-
sign of some efficient programming languages that can achieve this thing is
extremely difficult. »

The primitives of communication and synchronization between concur-
rent activities interfere with features of the object-oriented programming
causing the deterioration of some properties of some concepts that form the
basis of those two programming techniques.

The inheritance anomalies represent the most intensively studied in the
literature conflicts generated by such interference. A systematically analysis
of these conflicts was not been done until now. Moreover, we want to prove
that any of the classifications of these anomalies achieved until now are not
complete.

We will show as well, that conflicts between concurrency and delegation
or between concurrency and association are of the same type as the inher-
itance anomalies, and the key of these latter determines automatically the
elimination of those other conflicts. In this way, we will suggest in the end
the global treatment of all conflicts of this type (and not only of inheritance
anomalies in particular) using the generic name ol reuse anomalies.

1. Imtroduction

The integration of the concurrent mechanisms in object-oriented programming
is without doubt, an attractive idea. Unfortunately, the design of some efficient
programming languages that can achieve this thing is extremely difficult. The
“efficient” attribute defines firstly the capacity of an object-oriented concurrent
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to exclude the inheritance from their languages or to implement mechanisms of
coordination of flexible concurrent interactions independently of the hierarchy of
inheritance.

The term of inheritance anomaly is used in the literature for the description of
the conflict between inheritance and concurrency in the object-oriented program-
ming languages, and it was used for the first time in [MAT90]. Though there were
done many efforts for the analysis and elimination of these conflicts, the concrete
solution to solve entirely this problem is still to wait for. The classifications of
inheritance anomalies elaborate until now, are in our opinion unfinished, and the
approach of these classifications is inadequate. Actually, the only papers that have
had as subject exclusively the analysis and classifications of inheritance anomalies
are [MAT93] and [ZEN97b]. The classifications of [MAT93]' have been referred on
many papers that have suggested new coordination mechanisms of the concurrent
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DAN MIRCEA SUCIU

and aggregation. The causes and the behavior of these conflicts are Intima
related with those that determine inheritance anomalies. At the end of thig Paper
we will suggest a more general term for the description of thege conflicts hf:tw(af;,;
concurrency and object-oriented primitives, namely the term of reuse anomalié;
In the second part, there are shortly prescnted the rmain concepts that ,m
based on the object-oriented concurrent, programming. In addition, a cla,ssiﬁf:a,t,ifu;
of the object-oriented concurrent programming languages through the Viewpoint
of the relationships between the concepts of concurrency and object is pn;sem{:d‘
Moreover, an evaluation of the constructions used for the specification of in-
teractions between the activities of the concurrent objects based on some Criteriy
1s achieved. Respecting these criteria is fundamental for the avoiding of the cop.
flict appearance between concurrency and object-oriented programming conceptg
(the criteria are achieved based on considerations detailed in [PHI95], [MAT93]
[FRO92] and [PAP89)]). .
Information is used in the third part, which is detached from the analysis of the
concurrent constructions from the previous part, for establishing all cases in which
inheritance anomalies arise. There are noticed all classifications of inheritance
anomalies which exist until now, together with some critics concerning the way of
approach of these classifications.
It 1s finally shown that the term of inheritance anomaly defines a particu-
lar conflict generated by the integration of the concurrency in an object-oriented
context, and the term reuse anomaly is more suggestive.

tely

2. Object Oriented Concurrent Programming

2.1. General Aspects. In the last two decades, the design of object models hav-
ing concurrent features has represented a constant concern for many researchers.
This was happening for mainly two reasons. On the one hand, as an effect of
the obtained technological progress, many object-oriented programming languages
having concurrent features have been designed during this time (over 100 such lan-
guages have been discussed and systemized in [PHI95]).

On the other hand, the fact is known that object-oriented programming has
been developed having as a model our environment (seen as a set of objects among
which several relationships exist and which communicate between them by message
transmission). However, in the real world these objects are naturally concurrent,
which leads to the normal trend of transposing this thing into programming.

It is interesting how two distinct criteria, the first one objective (determined by
the risc of performances and complexities of the calculus systems), and the second
one subjective (actually determined by “decency”, which urges us to solve different
abstract problems looking for similitude with the real world), have finally ledl to
the development of some concepts, some programming techniques and implicitly
of some eflicient analysis and design methods for developing applications.
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2.2. Eval.uation of concurrency coordinating primitives. A concurrent pro-
gram (object-oriented or not) can put into execution parallel activities which do
not interact among them. The activities are executed in this way, so that without
knowing of each other and without a mutual influence. However, such programs
are very rare. Very often, an interaction among activities is necessary for achiev-
Ing some aims of the program. The interaction between two activities that are
executed in parallel can arise in two cases:

e when the activities use some resource in common, as peripheral equipment,
memory, buffer zones or variables, or-

* when activities must cooperate in some way (for example, a certain activity
uses results of some other activities). '

Yet, the interactions among activities rise new problems that do not arise in
the case of sequences programming or of independent concurrent activities. In this
Way, the simultaneous action of many activities concerning some shared resources
for €xample, can lead mostly, either to unpredictable results, which come true by
the softness of data, or even by unexpected endings of the concurrent programs.

The interaction between two activities became manifest under two ways: com-
Munication, respectively synchronization between activiti'es. .
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DAN MIRCEA SUCIU

The modeling of interactions among activities is done by means of some New
primitives introduced in the language, because of “traditional” sequence Program,.
ming are not adequate. These language primitives arc generally represente in a
programming language by means of diverse instruction or declaration modalitjeg

Primitives are generally common for both types of intcraction, because thQ};
mutually involve themselves. In this way, communication between two activitjeg
involves the existence of a certain level of synchronization between them That
1s because the operation of transmission of information by the first actlvity gt
precede the operation of receiving or taking over the information of the second
activity. Mutually, synchronization of two activities involves the fact that the
execution of an activity depends at a very moment on a certain information, or 5
specific action for the second activity. Information, respectively the achievement
of the action can be known by the first activity, only in the case of communicatiop
to the second activity.

In the following, we will show the criteria that must be satisfied by the prim-
itives of concurrent coordination in an object-oriented context. These criteria
ensure that the specific qualities of concurrent programming or of object-oriented
programming are not reduced or even cancelled. There has to be noticed from the
very beginning that, unfortunately, none of the implemented primitives does com-
pletely comply with these criteria. The problem of inter-activities communication
and mainly the problem of their synchronization are unsatisfactorily solved in the
existent object-oriented concurrent programming. .

The below enumerated criteria, have been described in [PHI95] and they have
been determined on the basis of some previous studies included in diverse articles,
among which: [MAT90], [MAT93], [FRO92], [PAP89] and [MEY93]:

i): Goal of Called-Oriented Coordination. To guarantee an accurate pro-
gramming, the complete specification of concurrent interactions must be
implemented at the level of the called concurrent activity (or, more exactly,
within the class which is concurrently accessed). If the principle isn’t com-
plied with, there is the risk of destroying the modularity of the classes,
the activity (or object) which initiates the interaction has to know certain
details of implementation, relatively to the called activity (object).

i1): Goal of Coordination Ezpressibility. A primitive of interaction must allow
the expression of certain types of condition, as follows:

a): Intra-Object Concurrency. The concurrent invocation of many meth-
ods of an object must be possible. The concurrent interaction primi-
tives must offer the possibility of specification of methods that can be
executed concurrent.

b): State Procecd-Criteria. The coordination primitives of concurrency
must supply specification modalities of the calling opportunity of a
method or the postponement of this, because of the non-observance of
some conditions that depend on the intern status of the object.
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ii1): Goal of Isolated Coordination Code. A concurrent interaction primitive
must achieve the clear separation of the code that implements the func.
tionality of a method to the adequate code of the concurrent interaction
constraint. In the case of non-observance of this principle, the mecha-
mism of inheritance can be affected, taking place the so called inheritance
anomalies which will be described in detail in the next part.
iv): Goal of Separable Coordination Code. A mechanism of concurrent inter-
action must permit the separate inheritance of the interaction code.

In [SUC98] we have done an analysis of the characteristics of all primitives
implemented in the object-oriented concurrent languages that still exist, related
to the above stated criteria. Table 1 presents the synthesis of these results. The
classification and description of all these primitives is not very impqrtant herf:.
However, the main goals of the table presentation are those of suggesting the big
amount of implemented primitives and for demonstfrate that none of thesg com-
Pletely follows the above-enumerated criteria. Details concerning the‘functlongng
of each mechanism of coordination treated in the table can be found in [SUC98].

3. Inheritance anomaly
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in the previous part. Likewise the previous part, we have suggested the fact that,
in certain cases, the coordination code of the concurrent interactions cannot be
inherited in fact without generating trivial redefinition of methods. This conflict
has been identified and studied in many papers; in one of these papers, namely in

[MATY0], this conflict was named as inheritance anomaly.
Three distinct cases have been here also identified, in which the utility of the

inheritance concept is more diminished (in some particular cases even cancelled):

e the defining of a new subclass K of the class K requires the redefining of
its methods (the same thing available even for the descendants of the class
k')

e the modification of a new method m of the class K within the framework
of the inheritance hierarchy involves the modification, apparently indepen-
dent, of certain methods as well in class K as in its descendants.

e the defining of a method can force other methods (inclusively those that
will be defined as subclasses in the [uture) to follow the specific protocol
which wasn’t necessary in the case in which the respective method wouldn’t
have to exist. The maintenance of the encapsulation property of classes
will be therefore very diflicult.

An important remark is that the communication and synchronization primi-
tives of a specific language influence appearance of inheritance anomalies. It results
from here that the problem of inheritance anomalics is generated by the semantic
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conflicts between the descriptions of synchronization and of the
cific for a language, and not of the way in which the features of t
implemented.

Two classifications of inheritance anomalics will be presented ag follows, shown
in [MAT93] and [ZEN97b]. We will prove further on, that these classiﬁcati,ons are
not complete. In addition, we will present another classification that won’t take
into consideration only the conflicts between concurrency and inheritance, but ajso
the conflicts between concurrency and relationship of aggregation, respectively
between concurrency and delegation mechanism. Based on this new classification,
we will suggest a new naming which is more adequate for describing these two types
of conflicts between concurrency and object-oriented programming concepts.

inheritance spe-
he language are

3.1. Matsuoka- Yonezawa Classification. This classification has been achieved
and presented in [MAT93]. It was based on the demonstration of correctness
of many object-oriented concurrent-programming languages (“correctness” inter-
preted through the viewpoint of the implementation of concurrent interaction and
initiation mechanisms that was to hinder the appearance of inheritance anomalies).
Unfortunately, although the Matsuoka-Yonezawa classification is praiseworthy to
be the fruit of a laborious analysis of the conflicts between inheritance and con-
currency, it has a lack generated by the modality in which this analysis has been
approached.

In this way, the appearance of anomalies in diverse situations was demon-
strated using examples; but the examples do not represent an adequate basis
for classification. Therefore, it doesn’t exist any guarantee that the classifica-
tion is correct or complete. Particularly, such a classification cannot be used for
demonstrating the absence of the inheritance anomalies within the framework of
& Programming language. ,

. On the other hand, the example studied in [MAT93] hasn’t been presented
I a generg] context, but using particular mechanisms of SpeCIﬁcatllO.Il of thg con-
current interactions. In this way, the used mechanisms were: explicit f‘ecezrglng o{
Messages, path-ezpressions, life routines, behavior abstraction [TH(_)94]}; chd ei;)slfs
“d gugrdeq methods [FER95). Nevertheless, as we have shown in the prev
Part, the multitude of the developed mechanisms is much‘greater. ned in [MAT-
.. Lopresent clearly the categories of inheritance anomall‘es deterrgmt;)ded b for
%] Was used 3 classical example, namely the implementation of a f?lli‘tnct state
gure 1). In addition, Matsuoka and Yonezawa u.scd the cox?c?L')L 0 f&b ;h‘ o will
of an object. For achieving a concise and suggestive prese‘ntatlon ?tatoche;,rts i
f‘(%s'ort to the modeling of the behavior of the object, using t%leh:d rr;any fo,rmal
'Smbed by Harrel in [HARBS6]. At these statecharts we have attac s preseated
dnnotations for the specification of the objects consistency (in figure

as e . P
“Xample the behavioral model of the Buffer class). .
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A first category of inheritance anomalies 18 that determined by the
of the abstract states. In this way, let’s suppose that the Sp(‘.(}ialiyj
Buffer class (figure 1) is wanted by addition of a new method, Get(
to extract simultaneously from the buffer two elements (the first one)

Partation,,,
a,tl()n ()f th(\
), which y,,

[ Duffer |
meaxElem:integer
inineger —
Loutinteger
put(e Elemerty void

| 1
Buffer2 * BBuffer

lock O:-void
ni ck (1 void

e(YSefElement)

HB uffer

getAferPut)Element

FIGURE 1. Hierarchy of classes used by Matsuoka-Yonezawa for
classification of inheritance anomalies

B uffer R
SEtOlin-aut=1) Partial j '
puie) n-oud=maxt lem-1]
: (g8t
— rua niarts:
<
Empty L' -
o e) . Full
Irvariants Iwarfants:
ants:
in>=0) end (out-=0)and

FIGURE 2. Behavior model of class Buffer

The behavior model of such a class, named Buffer2, is presenBtecfiflenr f:lgdlzf:

3 Here it’s shown the Partial abstract state, characteristic f‘or tlllle t‘}ll e ial
which has in this case two sub-states, Partial2 and One (a‘ct.utas)y
state is replaced in the behavioral model by those ot}:;z. t.wo atfd nfet}.wd car20) i
In examples presented in [MAT93] is shown that the addition ot m tod et ing
he 2 class using, for instance, enable-sets mechanism, l.rgplxes er e
the Buffz;oc(i:s of the Bl’xffer class. That is because the partlthn of the Parhown
Otfa?;':el rlrlllsst be treated by all these methods. On the other hand, it has been s

s
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FIGURE 3. Behavior model of class Buffer?

A second category pointed out in [MAT93] is that of the inheritance anom-
alies determined by the history sensitiveness of states. 'The example that was
studied by the authors of the paper, is that of a subclass, HBuf fer, which contains
a method getAfterPut() which can be executed only if the previous accepted
method was Put (). So the method getAfterPut() won’t be- immediately exe-
cuted, after the acceptance of a Get () method or getAfterPut()). This situation
needs the addition of a new member variable (in the case of the mechanism of
behavior abstractions or the enabled sets). The model of behavior presented in
figure 4 is available for both cases. .

For the enabled sets, re-definitions are necessary, because the new state must
be taken into consideration by all methods. In the case of methods w1t.h guards,
there are necessary considerable re-definitions because the suitab.le setting of the
alue of the new variable has to be achieved in all methods. Yet, in this list case,
'he cognition of the implementation of the redefined methods is not necessary, so

tl!}re doeSD’ ) . : l t
_ t take place a violation of modularity. . odifica-
The last, category of inheritance anomalies 18 that determined by “fl‘; ,I::)malies,
1 2bstract states. The shown example | addition of the buffer
e']:;"“s“‘ of the possibility of obstruction the extra ) he numbers
8. In this way the state of an object won (figures 1

0, } )
&fld)u'f)rer elements» but also on the value of the me
9),

tjr)n
ction an t
t depend only on

mber variable locked

chieved by means of .Lhe Lociig
:(i BBuffer class. ’l"hls (:alac e
’ fs nchronization. n b

” This addition
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bbb Al
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FIGURE 4. Behavior model of class HBuffer
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Imeariants:

FicuRrE 5. Behavior model of class BBuffer

involves the appearance of the inheritance anomalies, as you could see in the
previous example. In the case of guarded methods, the modification of the guardS‘
conditions is necessary for taking into account the new member variable locked.
Therefore the redefining of the Put () and Get () methods is necessary without any
altering of their functioning.

The classification of the inheritance anomalies achieved by Matsuoka and
Yonezawa represents a first systematic determination attempt of the causes that
lead to the appearance of inheritance anomalies. This classification has unfor-
tunately no theoretical basis, basing strictly on the test of the cases where the
multitude of abstract states of a class is altered in its descendants. Therefore,
there doesn’t exist any guarantee that the respective classification is complete OF
correct, its achievement depends strictly on the authors’ “decency” and experience:
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More than that, there doesn’t considered the cage which leads to an inher;
anomaly without modifying abstract states in a subclass. For above ex:rln elmancg
using certain particular coordination mechanisms, the building of a new Suisc?fn
of the Buffer class that contain a method which extracts the first element fr:IsIsl
buffer, leads to unjustified redefining of all methods of the superclass. Thislthin
can be easily demonstrated using the mechanism of concurrent interaction wit}gx
semaphores, for example.

3.2. Zeng-Schach Classification. The classification suggested by Zeng and Schach
has been relatively recently achieved, in [ZEN9T7]. They suggest here an analysis
of the way in which the inheritance functions, more precisely of the way in which
the subclass can extend the superclass without taking into consideration either
mechanism of particular concurrent interactions. '

Syntactically, a subclass can extend the parent classes in three ways: by
deﬁning a new member variable, by defining a new method or by rewriting the
inherited methods. Although the three modalities of extension are orthogonal, the
*ddition of 2 new member variable involves logically the defining or re-defining
of less than a method with which has to actuate. That’s why Zeng and Schach
“nsidered that the appearance of inheritance anomalies is bound to the last two
;:tenSiOH modalities of a superclass. This approach is totally different of th}?t
abs[tMAT%]’ because -the inheritance anomalies are not watched, ‘relfa:}e:iis to the

fact states sets of an object, but with the new defined methods o -
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deal with objects which own only one activity in execution at a ver
‘Therefore, either in this case, it cannot be asserted that the results of ¢
lead to a complete classification.

The result of the analysis 1s not an astonishing one; it, asserts the existence of
two categories of anomalies. The first category, named the category of anom
of forced overriding, is determined by the necessity of redefining of one o ,
methods in a subclass gencrated by definition of a method within the framewor)
of this. The second determined category is that of the synchronization anormaljeg
which refers to the impossibility of calling a method because of its synchronizatior;
constraints.

The anomalies of the first category seem to correspond to the inheritance
anomalies of the Matsuoka-Yonezawa classification. The here-achieved analysis
doesn’t permit the determination of those three subcategories, which was men.
tioned in the previous part.

On the other hand, the synchronization anomalies are not characteristic for
the object-oriented concurrent programming. As the authors even asserted, these
anomalies are present also in non object-oriented environments, and the problem
1s very similar with nested monitor call problem.

Therefore, the classification introduced here doesn’t bring anything new. More
than that, the source of anomaly appearance is not very clear spotlighted. This
thing is due firstly to the approach of the problem that doesn’t take into consid-
eration particular implementations of mechanisms of concurrent interaction.

y mOment.
he analygjq

al i(;g
Nore

3.3. Reuse Anomaly. The concept of inheritance anomaly has been initially =
introduced for describing the conflicts that appear between concurrency and in-
heritance mechanism of the object-oriented programming. However, in the time,
as can be seen in diverse articles with these topics in the last years, inheritance
anomalies have been considered as representing the only main conflict proceeded
from the fusion between concurrency and object-oriented concepts. This thing is
totally wrong, because, as we will present further on, anomalies with a similar
behavior take also place in the case of other mechanisms characteristic for the
object-oriented programming. [ZEN97] represents one of the few papers where
was taken in account other anomalies, not just those related with inheritance.
Unfortunately, as we have seen, the achieved studies in this paper lead unsatisfac-
tory conclusions. Although the forced overriding anomalies introduced in [ZEN97] ]
seem to have a more general character, they replace the concept of inheritance
anomaly only on the level of naming.

Between the classes that describe a specific problem may exist four types of
relationships. A first type of relationship is that of inheritance which allows, as 1t

is well known, the reuse of the structure and function of a class in the definition
of another class.
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| There exist programming Ianguag(.es' (as in the SINA example) which haven’t
implemented a mechanism for the rewriting of such a relationghi For simulati
the inheritance in one of these languages, the mechanism ot: dg;, Otr simulating
The relationship of delegation between two classes js also a rouse‘ rﬁZt]'on E Usecz
it supposes the potential redirection of recejved messages b;/ ‘an ob'el(:tl;l St b
called delegated object. The delegated object must be effectively in<:,]1uldedoi1iL :}I
CODSt.“UCtion of the ﬁrst objec.t.. The delegation is a stronger relationship than the
inheritance, becal{se 1t can stimulate this relationship, and more than that, it can
model the. dynamic evolution of systems (thing which the inheritance, as z; static
relationship between classes, cannot achieve).

The association relationship is the third possible relationship where two classes
of a system can be present. This relationship is also named as reuse relationship,
because at a very moment the object of a class is used by the services offered by
an object of the associate class.

The forth relationship between the classes of a system is the aggregation rela-
tionship. It involves the existence of relationship of the type whole-part between
the instances of classes being present in this relationship. This relation was con-
sidered by some authors as a particular type of association.

The four above described relationships also represent many ways of reuse
of the defined classes in a certain. library. We will show as follows that in a
concurrent context, the existence of one of these relationships can determine in
certain conditions non-trivial re-definitions of methods as sertous encapsulation
violation. Therefore, exactly the considered effects at the description of inheritance
anomalies in [MAT93]. S ,

The relationships of delegation, aggregation and assoc1at10r'1 mvolyes gt least,
the existence of a communication between objects, comr_nunicatlog which is based
on the access or calling of public variables and methods of an object. T};e .acczaﬁs
at the public member variables of this one in' a concurrent _contexg and m‘nt;3
absence of an adequate synchronization mechanism can Qetermme the bringing 1

. ) biects level which access the
a firmness state of the object. Therefore, methods or ob)

' ' ' tion, association
| ' ' s relationship of aggregation, .
o el O e o and synchronization mechanisms

of delegation, must be found communicanon f these mechanisms (as
for protection of the consistency of data. For t:,he most o 1Omalies) biv thing
't has been demonstrated also in the case of mheflgan?iu?llic or not) from the
SUpposes the knowledge of implementation of metho s‘aP " lation of classes can
Object of which structure is accessed. Therefore the en; Iiil))rary of classes, is once
¢ deStfoyed and the reuse of classes which be!ongsftﬁasscs within the framework
48ain bUrder;ed. More than that, the modiﬁcathFl{O Ltion of the code of all classes
of 3 libra,l‘y of classes involves the taking i“'to, COTAS erd
of which it is in an above-mentioned relationship-
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The fact is obvious that in the cases of asso(:izbit,ionsland aggregationg, the
anomalies of this type can be eliminated l',)y the consideration of all membey vari-
ables of a class being private member v;mab!e. |

However. the most of existent object-oriented pr,ogrnmrm‘ng languagcs allow
the defining of many kinds of visibility for the member variables. More than
that, in some languages (for example C+-4) the methods may return referenceg of
member variables. In this way the stale ol an objecl can be altered in the
manner as using public member variables (and involve the same anornalics).

Because of the obvious resemblance between this type of anomalies and th
known 1n the literature as inheritance anomalies, we think the unitary treatment
of them 1s more natural than the finding of a general naming of defining them.
The most adequate naming seems to be that of reuse anomalies.

The criteria mentioned in the third part of this paper represents necessary con-
ditions for avoiding the appearance of reuse anomalies and the untouched quality
keeping of the introduced concepts as well the concurrency mechanisms as the
object-oriented technique. Unfortunately, there hasn’t been realized a communi-

cation and synchronization mechanism of the concurrent activities which are to
satisfy all these principles.

Same

4. Conclusions

The problems generated by the implementation of concurrency within the
framework of the object-oriented programming haven’t yet found a solution. The
objective models developed until now do not satisfy all criteria which provide a
correct and efficient programming.

We have shown in this paper that a rigorous analysis of the conflicts between
the mechanisms of concurrent interaction specification and the concepts of object-
oriented programming hasn’t been achieved until now. The inheritance anomalies
have been defined as a representation of conflicts between inheritance and concur-
rency. These anomalies are characterized by the re-definitions of methods and by
the destruction of encapsulation.

We have also demonstrated that these are not the only types of conflicts
specific for the inclusion of concurrency within an object-oriented framework and

we have introduced the term of reuse anomaly. This term seems more adequate

and offers the possibility of treatment of these conflicts on a higher level.
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