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In modern software technology, testing is still an essential and core part of the development cycle and will be in the coming years too, despite other slowly emerging approaches like proof assistants, formal verification approaches, etc. Thus the need for high-quality test data is still an important issue for every software development team. For “simpler” case there are a lot of mature, automated solution like QuickCheck [1], however, if the expected test data is quite complex and has to fulfill several internal invariants, like if your test data should be a program itself for testing compilers, source code transformation or analyzer tools, one can find much fewer options and off-the-shelf solutions.

A general, two-phase approach will be presented to tackle this problem. The first phase aims to generate random, typed \( \lambda \)-terms in closed, \( \beta \)-normal form. The generation is done in a top-down manner and guided with expected size and type information. The generated set of \( \lambda \)-terms has a uniform distribution over all correctly typed terms with a given size, ensured by a counting approach. [2]

The second phase translates these random \( \lambda \)-terms into high-level programs, based on a grammar describing the exact language constructs of the targeted high-level programming language. As the first phase of the generation is also guided by these language constructs (more precisely only with their types) the translation from \( \lambda \)-terms to high-level programs is always complete and successful.

This work was originally focused on functional programs and their random generation, but the concept – as a small example will show – could work for imperative languages as well. From the implementation point of view, this solution could be wrapped to form a QuickCheck generator, which would result in easy usability with test frameworks. [3]
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